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Abstract 

This study aimed to comparatively determine the experiences of high school students in programming 

language education via text-based or hybrid-based programming environments. A comparative case 

study was conducted in this study. The participants consisted of a total of 19 high school students with 

no previous experience in any programming language, nine of them in the text-based programming 

group and ten of them in the hybrid-based programming group. The qualitative data were obtained 

with a semi-structured interview at the end of the 10-week programming education process and 

analyzed by content analysis. The findings were presented in dimensions of difficulties and 

conveniences in a programming language course, anxiety about the programming process, course 

outcomes, and their preferences for future programming courses. In each dimension, even if common 

codes were obtained for both groups in some themes, the effects of these codes on students differed in 

each group. According to the findings, in the programming process, students faced some difficulties 

and conveniences in terms of mental effort. While “trying to figure out where they made a mistake” 

created a difficulty, “using comprehensible visual elements in the hybrid-based environment” as a 

convenience had the highest frequency among the codes. Some situations caused learning anxiety in 

students such as worry about failing, while others did not. The students achieved positive and negative 

course outcomes. “Understanding the logic of coding and acquiring programming skills” which was 

one of the positive outcomes had the highest frequency. In addition, students' preferences regarding 

whether or not to attend the future programming courses changed for various reasons. “Unwilling to 

programming language education” was one of these findings. Considering the scarcity of 

programming education studies via text-based and hybrid-based programming environments, the 

results and implications of this study are to strengthen future research by providing rich data. 
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Öz 

Bu çalışma, metin-tabanlı veya hibrit-tabanlı programlama ortamları ile yapılan programlama dili 

eğitimine katılan lise öğrencilerinin deneyimlerini karşılaştırmalı olarak belirlemeyi amaçlamaktadır. 

Karşılaştırmalı durum çalışmasının temel alındığı bu çalışmaya, herhangi bir programlama dili 

deneyimi olmayan, dokuzu metin-tabanlı programlama grubunda ve onu hibrit-tabanlı programlama 

grubunda toplam 19 lise öğrencisi katılmıştır. 10 haftalık programlama eğitimi sonunda yarı 

yapılandırılmış görüşme ile elde edilen nitel verilere içerik analizi uygulanmıştır. Bulgular, 

programlama dili dersindeki zorluklar ve kolaylıklar, programlama sürecine ilişkin kaygı, ders çıktıları 

ve öğrencilerin gelecekteki programlama derslerine yönelik tercihleri boyutlarında sunulmuştur. Her 

boyutta bazı temalarda her iki grup için ortak kodlar elde edilse de, bu kodların öğrenciler üzerindeki 

etkileri gruplara göre farklılık göstermiştir. Elde edilen sonuçlara göre, programlama sürecinde 

öğrenciler zihinsel çaba açısından bazı zorluklar ve kolaylıklarla karşılaşmışlardır. Kodlar arasında 

“nerede hata yapıldığını bulmaya çalışmak” zorluk olarak, “hibrit tabanlı ortamda anlaşılır görsel 

öğeleri kullanmak” kolaylık olarak en yüksek sıklığa sahiptir. Başarısızlık endişesi gibi bazı durumlar 

öğrencilerde öğrenme kaygısına neden olurken, bazıları da kaygıya neden olmamamıştır. Öğrenciler 

olumlu ve olumsuz ders çıktıları elde etmişlerdir. Olumlu sonuçlardan biri olan “kodlama mantığını 

anlama ve programlama becerisi edinme” en yüksek sıklığa sahiptir. Ayrıca, öğrencilerin gelecekteki 

programlama kurslarına katılıp katılmama tercihleri çeşitli nedenlerle değişmiştir. Bu bulgulardan biri 

de “programlama dili eğitimine karşı isteksizlik”dir. Metin-tabanlı ve hibrit-tabanlı programlama 

ortamları ile yapılan programlama eğitimi çalışmalarının azlığı göz önüne alındığında, bu çalışmanın 

sonuçları ve çıkarımları, zengin veriler sağlayarak gelecekteki araştırmaları güçlendirecektir. 

Anahtar Sözcükler: Metin-tabanlı programlama, hibrit-tabanlı programlama, programlama dili 

eğitimi, lise öğrencileri   
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Introduction 

Nowadays, in many areas regarding information technology, the trend is shifting towards 

producing and using programmable technological devices. It is a critical issue to raise the manpower 

to provide rational solutions for these systems all over the world. For this reason, it is necessary to 

provide learning environments to equip students with algorithmic thinking, programming skills, and 

developing software by using a programming language (Hsu & Hwang, 2021; Jancheski, 2017; Shin, 

Park, & Bae, 2013). Accordingly, many countries include information technology and computer 

science courses in the curriculum to acquire students these skills at an early age (Demirer & Sak, 

2016; Grover & Pea, 2013; Ministry of National Education [MoNE], 2017, 2018; Vaidyanathan, 

2013).  

The various programming languages such as C, Java, Python, etc. are preferred in 

programming education. Each programming language has its syntax. Although the selection of 

programming language differs according to the purpose of use, object-oriented Python is one of the 

most commonly used programming languages (Github, 2019). Free download Python has a simpler 

syntax than other common programming languages.  It can be used easily in any environment 

regardless of the platform as an open source without needing a compiler. These features make Python 

a user-friendly and powerful programming language (Adi & Kitagawa, 2019; Lutz, 2013; Sanner, 

1999). Thus, in line with the recommendation of the MoNE as well (Gülbahar & Kalelioğlu, 2018), 

this study is based on the process of teaching Python programming language to high school students 

without any programming language experience. 

The programming languages include a wide range of subjects and various concepts expressed 

in English. Beginner programmers need to learn the syntax and logic of the programming language, as 

well as to design algorithms (Gomez, Moresi, & Benotti, 2019; Hsu & Hwang, 2021; Tuomi, 

Multisilta, Saarikoski, & Suominen, 2018). However, many beginner programmers, due to their 

inexperience in programming, try to memorize the general rules of these languages. This is a 

remarkable factor that hinders the permanency of their programming success (Gomes & Mendes, 

2007; Salleh, Shukur, & Judi, 2018). Computer programming is a complex mental process. It causes 

the students more mental effort to effectively use their working memory (Asai, Phuong, Harada, & 

Shimakawa,  2019; Kelleher & Pausch, 2005). It affects the learning process negatively (Mavilidi & 

Zhong, 2019; Moreno, 2010; Sweller, 2010). In other words, it is likely to prevent the programming 

education continues efficiently (Garner, 2002; Stachel et al., 2013; Yukselturk & Altiok, 2017). To 

reduce the mental effort, it is suggested that comprehensive content is divided the pieces, and complex 

tasks are presented from easy to difficult week by week. Thus, knowledge retention increases in long-

term memory (Çakiroğlu et al., 2018; Mavilidi & Zhong, 2019). In addition, mentioned factors above 

may cause the learning process to continue with negative feelings such as boredom, low interest, high 

anxiety, lack of self-confidence, reluctance toward learning a programming language, and even 

interrupting it (Chang, 2005; Gomes & Mendes, 2007; Hsu & Hwang, 2021; Owolabi, Olanipekun, & 

Iwerima, 2014; Tsai, 2019).  

It is suggested to teach programming languages having simple syntax to students encountering 

a text-based programming education for the first time. In addition, it can be preferred easy-to-use 

block-based programming environments to facilitate algorithmic thinking. Thus, an opportunity arises 

to reduce the negative emotions that discourage beginner programmers from acquiring programming 

skills (Asai et al., 2018; Çakıroğlu, Çevik, Köşeli, & Karaman, 2021; Mumcu, Mumcu, & Çakıroğlu, 

2021; Tsai, 2019; Topalli & Cagiltay, 2018; Yukselturk & Altiok, 2017). A block-based programming 

environment consists of code blocks with various colours and features. In order to create an algorithm, 

puzzle pieces-like block structures are easily combined by drag and drop (Gomez et al., 2019; López, 

Otero, & García-Cervigón, 2021). Thanks to block-based environments, such as Scratch, Code.org, 

and Alice, students make fewer syntax errors and have low cognitive challenges (Çakıroğlu et al., 

2021; Mumcu et al., 2021; Rahaman, Mahfuj, Haque, Shekdar, & Islam, 2020; Tsai, 2019), and they 

also have a more positive attitude towards learning programming (Seraj, Katterfeldt, Bub, Autexier, & 

Drechsler, 2019; Yukselturk & Altiok, 2017). Hsu and Hwang (2021) have revealed that students 

engaging with block-based programming tasks have low programming anxiety and a more enjoyable 

learning experience. Although, students cannot learn any programming language via mentioned block-
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based environments (Topalli & Cagiltay, 2018; Mumcu et al., 2021), this is possible via Google 

Blockly as a hybrid-based programming environment (Fraser, 2015).  

The hybrid-based programming environments have features of both text-based and block-

based programming environments (Weintrop & Wilensky 2018). In this way, hybrid-based 

programming makes it possible to see the programming logic and syntax at the same time. One of 

these environments is Blockly which transforms blocks into code syntax of various programming 

languages (e.g. Python, Javascript), and shows visual and textual codes simultaneously (Jung, Nguyen, 

& Lee, 2021; Rahaman et al., 2020; Weintrop & Wilensky 2017). It is also possible to add new 

functions to the code blocks (Adi & Kitagawa, 2019; Bak et al., 2020; Fraser, 2015; Jung et al., 2021; 

Valsamakis, Savidis, Agapakis, & Katsarakis, 2020). Blockly is impossible for students to make 

syntax errors during the code writing by dragging and dropping the blocks. This enables students to 

focus on programming logic (López et al., 2021). These features of Blockly reduce the complexity of 

programming and facilitate beginner programmers to learn the programming languages (Chen et al., 

2021; Rahaman et al., 2020; Sano & Kagawa, 2019; Winterer et al., 2020). According to Adi and 

Kitagawa (2019), Blockly is a convenient environment for novice programmers to start learning 

Python programming language. On the other hand, in hybrid-based programming, students also need 

to comprehend the logic of coding, while they combine blocks correctly. This may cause more mental 

effort and also make it difficult for the learning process (Debue & Van De Leemput, 2014; Ionescu, 

2021; Sweller, 2010). Considering these contradictory statements in the literature, it is important to 

investigate students' experiences in the learning process of a programming language by using Blockly 

as a hybrid-based programming environment. 

Previous studies are mostly in the engineering field, and on the usability of a technological 

system developed using Blockly (Adi & Kitagawa, 2019; Bak, Chang, & Choi, 2020; Chen, Chen, Yu, 

& Lee, 2021; Ionescu, 2021; Jung et al., 2021; Rahaman et al., 2020; Rodríguez-Gil et al., 2019; 

Weintrop, Shepherd, Francis, & Franklin, 2017; Winterer, Salomon, Köberle, Ramler, & 

Schittengruber, 2020). There are also available studies using Blockly in programming education at 

different grade levels. These studies are examined programming skills as well as the various variables 

such as intention and attitude (Seraj et al., 2019; Yiğit, 2016), pedagogical interactions (López et al., 

2021), problem-solving (Bubnó & Takács, 2017), object-oriented programming concepts (Su & Hsu, 

2017), interaction with various programming interfaces (Weintrop & Wilensky, 2018, 2019), 

collaborative visual programming (Valsamakis et al., 2020).  

On the other hand, there are studies in the literature comparing block-based and hybrid-based 

programming environments. Seraj et al. (2019) compared Scratch versus Blockly, Weintrop and 

Wilensky (2019) compared Snap! versus Pencil. cc. Only a few studies are comparing text-based 

versus hybrid-based programming environments. Weintrop and Wilensky (2018) compared block-

based, text-based, and hybrid-based programming environments. As to Yiğit (2016), parallel to our 

study, he compared text-based and hybrid-based programming environments. However, quantitative 

research methods were used in these studies and statistical results were presented.  

As for our study, we compared the programming experiences with the qualitative research 

perspective of the high school students using a text-based programming environment (Python editor) 

in one group and using a hybrid-based programming environment (Blockly) in the other group. This 

study has a 10-week (40 hours) implementation process as a long period and presents detailed results 

and implications to contribute to the literature concerning the use of text-based and hybrid-based 

programming environments in the Python programming language learning process. In addition, our 

study could make it possible to identify factors influencing students such as mental effort, anxiety, 

self-confidence, and motivation for learning a programming language. Thus, it will guide future 

studies on programming language education in high schools by ensuring rich data. This study is also 

important in terms of improving the computer science course curriculum in high schools by MoNE. 

Consequently, this study differs from previous studies in these aspects. Accordingly, the research 

question of the study is following.  

What are the experiences of students participating in programming language education via 

text-based or hybrid-based programming environments? 
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Method 

Research Design 

This study is based on a comparative case study, one of the qualitative research designs (Yin, 

2003). This research design comparatively examines to understand the similarities and differences 

between cases (Baxter & Jack, 2008; Stake, 2006). Accordingly, in the current study, the experiences 

of high school students in one group using Python editor as a text-based programming environment 

and in the other group using Blockly as a hybrid-based programming environment during the 10-week 

Python programming language learning process were analyzed in detail. The results were presented 

comparatively and holistically according to the groups. Thus, it was aimed to obtain detailed and rich 

data on how different situations affect students' experiences, reveal similar and contrasting results, and 

suggest implications (Barlett & Vavrus, 2017; Goodrick, 2014). 

Participants 

Participants consisted of 19 high school preparatory-grade students in total, 9 (7 girls, 2 boys) 

in the text-based programming group and 10 (7 girls, 3 boys) in the hybrid-based programming group. 

The students in both groups were determined with the purposive sampling method. These students did 

not participate in any programming language training before and performed all of the 10-week Python 

programming language tasks of our study. Accordingly, this study was conducted with volunteers 

among these students to participate in the interview to obtain in-depth information about their 

programming experiences. 

Data Collection Instrument 

A semi-structured interview form with ten questions was developed by researchers to reveal 

the experiences of students in two groups using different programming platforms in detail. To increase 

the reliability of the instrument, two information technology teachers, and instructional technologies 

experts, female, and male students checked the intelligibility of questions in the interview form. 

Interview questions were asked to two female and two male students who participated in the pilot 

study in both groups. To ensure the validity and reliability of the study, before the interviews, the 

researchers stated that the students would freely express their opinions and would not receive any 

score because of their positive or negative opinions. They also emphasized the importance of their 

opinions to make better this programming education process. The face-to-face interviews were 

conducted with volunteer students in both groups at the end of the 10-week implementation process. 

Accordingly, it was expected to explain the students' positive and negative thoughts about the Python 

programming language learning process, and the reasons for challenging or facilitating in the 

programming tasks, they performed with the used programming environment. In addition, it was asked 

to express their programming achievements and intention to continue programming education in the 

future. The interviews were voice recorded with permission from students to prevent the loss of data.  

Process 

 A 10-week Python programming language education was conducted with one group using the 

Python editor in text-based programming and with the other group using Blockly environment in 

hybrid-based programming in the computer science course the researchers. Prior to the 

implementation, the label and text of blocks in Blockly were fixed according to the syntactic structure 

of sections in Python programming language such as loops, functions, variables, etc.  

Weekly task-based activities were developed according to Foundations of Programming unit 

objectives and subjects (Variables, Conditional Statements, Decision Structures, Loops Structures, 

Functions, and Lists) in high school computer science course (MoNE, 2018). These activities had the 

same content in both groups, while the course was carried out based on different programming 

approaches in each group. The programming codes in these activities were created with Python syntax 

for the text-based programming group, whereas it was built with the blocks for the hybrid-based 

programming group and was also possible to display Python syntax on the Blockly interface. 

Screenshots of a programming activity that had different programming interfaces (Python editor in 

text-based programming group and Blockly environment in hybrid-based programming groups) are 

shown in Figure 1 below. 
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Figure 1. Interfaces of Programming Environments Used in Text-Based and Hybrid-Based 

Programming Groups 

Before the implementation of this study, researchers obtained the Ethics Committee Approval 

from the university that their work, and from the MoNE in Turkey. Researchers also got students' 

permission in both groups by promising to keep their names confidential.  

At the beginning of the implementation, during one week (four lessons), the computer science 

teacher, the first researcher, introduced the programming environments to each group and explained 

the programming education process. He also checked the technical infrastructure of the information 

technology classrooms for the reliability of the study. 10-week implementation was 40 hours in total 

for each group (weekly 4 lessons = 2 days * 2 hours). At the beginning of the first lesson of each 

week, the teacher presented knowledge to students about the Python programming language subject of 

that week. After that, as seen activity photos in Figure 2, students separately performed weekly 

programming tasks in the text-based programming group and hybrid-based programming group. 

 

 

Figure 2. Activity Photos of a Programming Task in Text-Based and Hybrid-Based Programming 

Groups 

Text-Based Programming Group (Python Editor) 

 

Hybrid-Based Programming Group (Blockly) 
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Following the students’ completion of the task, the teacher explained the correct textual 

Python codes step by step to both groups. He also demonstrated the appropriate order of the blocks of 

the task to the Blockly group. Thus, students who could not get the correct programming output were 

also able to complete the task in both groups.  

To prevent the loss of the data and to increase the validity and reliability of the study, it was 

taken photos and video recordings throughout the process. After the whole implementation was 

conducted as face-to-face interviews with volunteer students in each group (9 in the text-based 

programming group and 10 in the hybrid-based programming group) by voice recording. 

Data Analysis 

Content analysis was conducted to reveal the students' experiences in the Python programming 

language education process in detail and to comparatively present these findings (Merriam & Tisdell, 

2015). Accordingly, first of all, the interview voice recordings collected from students in both groups 

were transcribed into writing. Data were analyzed using Nvivo 12. The codes that were revealed for 

each group were combined into themes. According to themes, the frequencies of codes in each group 

were comparatively presented in tables and figures. These codes were also supported by the quotations 

of students' statements (SX) in each group (TG for text-based programming group, HG for hybrid-

based programming group). To ensure the trustworthiness of the data analysis, the codes, frequencies, 

themes, and quotations were checked by an instructional technology expert by comparing with photos 

and videos taken throughout the process, and voice recordings obtained from the interviews. 

Findings 

According to the findings, even if common codes were obtained for both groups in some 

themes, the effects of these codes on students differed in each group. The findings were presented in 

the following titles: "difficulties and conveniences in a programming language course, anxiety about 

programming process, course outcomes, and students’ preferences for future programming courses". 

The codes in the tables and figures were shown in different colors according to the groups (HG: green, 

TG: blue, Both Groups: orange), and were supported by sample quotations from the statements of the 

students in each group (HG/TG, SX, Female/Male). 

Difficulties and Conveniences in Programming Language Course 

Students in HG and TG faced some difficulties and conveniences in terms of mental effort in 

the programming language course. The findings are presented in Table 1. 

 

Table 1. 

Difficulties and Conveniences in Programming Language Course 

Difficulties 

Themes Codes f 

Having extra mental 

effort to understand 

the programming 

subjects 

• Loops Structures   7 

• Lists 5 

• Functions 3 

• Decision Structures 2 

• Flowcharts/Algorithms 2 

Finding the source of 

error during 

programming 

• Trying to understand where one made a mistake/getting ambitious  10 

• Trying over and over 6 

• Feeling negative emotions (angry, bored) when writing erroneous codes  5 

• Giving up  4 

• Asking the classmates for help when one cannot finish the task in time/cannot do it  1 

Having low 

programming course 

motivation 

• Thinking the course is boring/unnecessary  6 

• Considering the course as trivial 2 

• Making enough efforts to pass the course exams 2 

• Lack of interest in the programming course  1 

Using programming 

environment 
• Getting used to a new programming environment  3 
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Table 1. (Continued) 

 

• Asking the teacher for help while using the programming environment and performing 

tasks 
3 

• Coding in Python editor  2 

• Using the English programming language 1 

Using computer 
• Dislike using computers  1 

• Inability to use computers well  1 

Conveniences 

Themes Codes f 

Using programming 

environment  

• Using explanatory/comprehensible visual elements in Blockly  4 

• Coding in Python editor  2 

• Using ready-made drag and drop code blocks in Blockly  1 

• Using regulatable code blocks in Blockly  1 

Understanding more 

easily as increasing 

the programming 

experience 

• Revising by doing example activities  3 

• Getting used to the programming language  2 

• Enjoying coding 1 

• HG • TG • Both Groups 

As seen in Table 1, various themes and codes emerged related to facing difficulties and 

conveniences in terms of mental effort in the programming language course. According to these 

findings, sample quotations from students' statements are as follows. 

Having extra mental effort to understand the programming subjects  

Some of the students in both groups had difficulty understanding loop structures, lists, and 

functions especially because they were complicated and related to mathematics. Besides, some 

students also stated that they had similar difficulties in decision structures, flow charts, and algorithms. 

This caused the extra mental effort to understand the programming subjects. A student's statement: “… 

I had difficulty in lists and loops structures. For example, when I made a mistake, the loop continued 

endlessly. Then it was a bit annoying (HG, S10, Male).” Another student's statement: “I didn’t know 

how and where to use “if-else” [decision structures] very well. I felt confused. I didn’t have difficulty 

in writing but I didn’t understand the logic for it (TG, S19, Female).”   

Finding the source of error during programming  

The majority of the students in both groups said that they got ambitious in trying to understand 

where they had made a mistake and never gave up trying again and again. Yet, some of the students 

felt angry about making a mistake while coding and gave up coding. In addition, some of them in both 

groups asked their friends for help when they could not finish tasks. Therefore they had difficulty 

finding the source of the error during programming. A student's statement: “I made great efforts to 

write the code, but when I could not catch up with my friends, I asked for their help (TG, S11, 

Female).” The other students' statements are as follows.   

I examined them one by one to see where I made a mistake. I corrected it and tried it again 

when I found the mistake. I asked the teacher when I did not understand. I got ambitious to do 

the right it. For this reason, I had difficulty in coding (TG, S14, Female).  

When there was an error, I opened a new tab and wrote the program again. But I immediately 

gave up when there was an error in the program again. I felt frightened and my hand began to 

tremble (HG, S8, Female).    

Having low programming course motivation 

Some students in both groups said that they did not make any efforts or did not have any 

difficulties because they thought the course was boring and unnecessary, because they considered the 

course trivial and because they did not have interest in the course. This was the reason for low course 
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motivation. However, there were also students in both groups who made enough effort to pass the 

course exams. A student's statement: “I didn’t make any effort in this course and I had difficulty 

because I thought it was unnecessary (TG, S12, Female).” Another student's statement: “I made efforts 

in the exam to prove to what extent I had learned as I thought that it could be beneficial to me in the 

future (HG, S9, Male).” 

Using computers 

Some of the students in the TG especially stated that their lack of interest and experience in 

using computers was a disadvantage in this process. A student's statement: “… I did not like using 

computers very much. So I had some difficulties when we were writing codes. The course content was 

complex (TG, S17, Male).” 

Using the programming environment  

Some of the students in both groups stated that it was difficult to get used to a new 

programming environment. So they needed teacher guidance to use the programming environment and 

perform tasks. In addition, students in HG had difficulty in writing codes because of coding language 

which is based on English. A student's statement: “I had difficulty in getting used to such an 

environment [Python editor] because we faced it for the first time (TG, S15, Male).” Another student's 

statement:  “When I could not write codes at the first trial, I worried. I could do it at the second trial 

with help from the teacher (HG, S6, Female).” Another student's statement: “I had difficulty at first. 

Having it in a foreign language seemed complex to me. But then, I began to learn and get used to it as 

I encountered the words (HG, S7, Female).” 

 On the other hand, some of the HG students said that the availability of comprehensible visual 

elements in the Blockly environment, the regulatability of ready code blocks, and using the drag and 

drop method provided them with convenience. However, a minority of the TG students stated that 

transferring the codes on the paper into the computer- Python editor- facilitated them to understand the 

codes. Some students' statements are as follows. These different views of the students in each group 

stemmed from the interface features of the programming environments used in text-based and hybrid-

based programming approaches. 

I didn’t have difficulty using Blockly…because we could delete and add blocks using drag and 

drop. That’s why it was more comfortable. The figures were more explanatory, they were 

separated so we would not forget the codes right away (HG, S1, Female).  

I had great difficulty when it was on paper. But it was easier to write codes in a programming 

environment… at least I learned. I saw what happened [while my codes were working]. So, I 

didn’t have any difficulties using Python editor (TG, S19, Female).  

Understanding more easily as increasing the programming experience  

Some students in both groups said that they overcame the difficulties as they became more 

familiar with the programming language and performed example activities. In addition, a student in 

the TG expressed not having any difficulty because of enjoying coding. A student's statement: “…I 

began to like programming, coding and so on as I did activities. So, I did not have difficulty in coding 

(TG, S14, Female).”  Another student's statement is as follows. These findings revealed that no matter 

which programming approach was taken as the basis, the increase in the programming experience of 

the students made it easier to understand the programming language.    

I had difficulty at first. But then, I became more and more familiar with the subject as I 

encountered more activities. When I got used to it, I understood the underlying logic of 

coding. And I had no longer difficulty noting down what the teacher did (HG, S7, Female). 

Anxiety about Programming Process 

It determined that some situations in the programming process caused learning anxiety in 

students, while the others did not. The findings are presented in Table 2.  
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Table 2. 

Reasons for whether or not the Learning Anxiety in the Programming Process 

Themes 
Codes 

Not Anxious f Anxious  f 

Making the 

programming error 

• Think everybody can make mistakes 9 
• Fear of losing popularity in the 

teacher’s eyes 
4 

• Not being hesitated to ask the teacher for 

help 
5 • Fear of confusing the codes 2 

• Not being hesitated to make mistakes to 

learn 
4 • Worry about the success of classmates 1 

  
• Worry about being mocked by 

classmate 
1 

Being interested in a 

programming course 

• Like using computer 3 • Dislike using computer 1 

• Considering the course as unnecessary/ 

underestimate 
2   

Being knowledge 

about programming 

course 

• Attending an algorithm course 

previously 
3 

• Attending a programming course for 

the first time 
1 

Self-confidence • Belief in to able to succeed 1 • Worry about failing 5 

• HG • TG • Both Groups 

As seen in Table 2, in the programming process, various themes and codes emerged related to 

situations that caused and not caused learning anxiety in students. According to these findings, sample 

quotations from students' statements are as follows. 

Making the programming error  

Some of the students in both groups worried about confusing the programming codes and 

losing popularity in the teacher's eyes. In addition, a few students in the HG were afraid of classmates' 

reactions. A student's statement: “I feared to confuse the place and order of the codes. I had panic and 

felt anxious because I thought about which one to do, this or that (HG, S9, Male).” Another student's 

statement: “I felt a little bit anxious about the change of the teacher’s perspective if I could not do it 

(TG, S17, Male).” Another student's statement: “I was ashamed of my friends about not being able to 

do coding. Because some of them liked using computers whereas I did not know much (HG, S6, 

Female).”  

However, most of the students in both groups thought that they were not professionals in 

programming, they did not hesitate to make a coding error and ask the teacher for help. A student's 

statement: “I made a coding error. But I did not hesitate to ask for the teacher’s help (TG, S14, 

Female). Another student's statement is as follows. These findings supported that making 

programming errors caused anxiety in some students without considering in which group the students 

were.  

 I never hesitated to make a coding error. I was not a professional, this was my first year [in 

programming]. I was at the stage of learning. There were lots of classmates who were trying to 

learn, just like me (HG, S8, Female).  

Being interested in a programming course  

Some students in both groups liked using computers and did not feel any anxiety about the 

programming course, a student in the TG thought the opposite because of disliking using a computer. 

In addition, a few students in the HG and TG did not feel anxiety because of the belief of no need for 

such a course. A student's statement: “I have been good with computers since I was 6-7 years old and 

some games I played, some contained codes required at least a few English words. So, I didn’t feel 

anxiety in this course (HG, S9, Male).” Another student's statement: “… I didn’t feel anxiety. It was 

nice to do something related to computers. We were relaxed in IT class and this course (TG, S14, 

Female).” Another student's statement: “I was not interested in this course so I did not listen to lessons 
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(TG, S15, Male).” According to these findings, whether some students were interested in the lesson or 

not, regardless of which group they were in, affected their programming anxiety. 

Being knowledgeable about programming course 

Some students in both groups did not feel anxiety about the programming course because of 

attending the block-based algorithm course in secondary school. However, students in the HG stated to 

felt learning anxiety because of attending such a course for the first time. A student's statement: “At 

first, I felt a little bit anxious. Because I was going to learn a language I had never seen before, Python. 

I was afraid of not being able to do it (HG, S1, Female).” Another student's statement: “I didn’t feel 

much anxiety because we had also seen algorithm [Scratch] at secondary school, but I didn’t know it 

would be like this [Python programming language] (TG, S16, Female).”  Accordingly, participation in 

algorithm training in previous years affected some students' anxiety about the programming language 

course. 

Self-confidence  

Although a student in the HG believed to be able to achieve the learning objectives of the 

programming course, some students in both groups were worried about failing. Accordingly, self-

confidence affected the programming anxiety. A student's statement: “I felt anxiety at first. Because I 

thought it was a difficult course and I would not be successful (TG, S13, Female).” Another student's 

statement is as follows. 

 I did not feel anxiety because I thought of coding as a puzzle. First, I divided it into pieces 

and I thought about where to start a piece of it. I did it immediately because combining puzzle 

pieces was easy for me (HG, S8, Female).  

Course Outcomes 

Students in HG and TG achieved positive and negative course outcomes at the end of the 

implementation process. The findings were presented in Figure 3. According to codes related to course 

outcomes in Figure 3, sample quotations from students' statements are as follows. 

 

 
• HG • TG • Both Groups 

 

Figure 3. Findings Related to Course Outcomes 

Understanding the logic of coding/acquiring programming skills and learning to create 

software were identified as the common positive outcomes for both groups. A student's statement: 

“…Now, I learned the logic of how to write programming codes (HG, S5, Male).” Another student's 

Course 
Outcomes

f=
4

Understanding the logic of 
coding / acquiring 
programming skills

Learning to create software

Learning how to solve a 
problem step by step

Learning to draw lessons 
from mistakes 

Thinking that they have not 
acuired any gains 
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statement: “I learned lots of things related to programming languages in this course. I think that there 

are lots of things I can do. For example, I can make a program (PG, S19, Female).”     

One of the TG students learned to draw a lesson from his mistakes and another student learned 

how to solve a problem step by step. A student's statement: “I learned what and how to do it step by 

step when I encountered a problem (TG, S11, Female).” Another student's statement: “I think I learned 

to draw a lesson from my mistakes in computer coding course (TG, S15, Male).” Yet, a student in the 

HG stated that she had not acquired any gains in the course. This student's statement “I think I did not 

learn anything. The course did not contribute to me (HG, S4, Female).” Consequently, some of the 

students in both groups who attended this course achieved positive outcomes while very few had 

negative outcomes. 

Students’ Preferences for Future Programming Courses 

The students’ preferences in the HG and TG whether to attend future programming courses or 

not are presented in Figure 4. According to codes related to attending future programming courses in 

Figure 4, sample quotations from students' statements are as follows. 

 

 
• HG • TG • Both Groups 

 

Figure 4. Students’ Preferences in HG and TG for Future Programming Courses 

Many students in both groups believed that the programming knowledge was necessary for the 

future, it would affect their choice of jobs in positive ways, and the knowledge in this field is a 

requirement. A student's statement: “I think the knowledge about programming and coding will be 

useful in choosing a department at university or in our future job. For this reason, it is a necessary 

course (HG, S9, Male).” Another student's statement: “It is necessary to learn these things 

[programming language]. If we choose IT at university, or a job in computers, it is necessary for us to 

get prepared for the future (TG, S15, Male).”  

A student in HG thought this course was enjoyable and a student in TG thought this course 

was not tiring. For this reason, they wanted to attend this course in the future. A student's statement: “I 

would still choose the course if it were elective. Because we had fun and we learned new things about 

computers (HG, S7, Male).” 

However, a few students in both groups did not want to attend the future programming course 

because they did not have an interest in the course, they could not make sense of the need for learning 

a programming language, and they considered it unnecessary, and useless and difficult course. In 

addition, they preferred to have elective courses instead of compulsory courses. A student's statement:   

“…I did not like this course because I had difficulty in it. I do not think it is a necessary course (TG, 

• (willing) This knowledge will be necessary in the future (f=5)

• (willing) It affects my choice of jobs in positive ways (f=5)

• (unwilling) It is considered as an unnessary/useless/difficult course (f=4)

• (willing) The knowledge in this field is a requirement (f=4)

• (unwilling) I'm not interested in the course (f=2)

Both 
Groups

• (willing) It is requered to learn compter-related information (f=3)

• (willing) this course is enjoyable (f=1)

• (unwilling) I will not use this knowledge in future (f=1)

HG

• (willing) This course is not tiring (f=2)

• (unwilling) I will not attend it, if it is an elective course (f=1)
TG
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S16, Female).” Another student's statement: “I think this course is unnecessary. It should have been 

taught to students who liked, were interested in, and curious about it (HG, S4, Female).” Another 

student's statement: “I would not participate in it if it was an elective course. Because we have just 

started high school. In my opinion, there are more important courses than this course in high school 

(TG, S15, Male).”  Accordingly, the majority of students in both groups were eager to attend future 

programming courses for various reasons whereas a few of them were not. 

Discussion 

In both groups, most of the students made an extra mental effort to understand programming 

subjects especially Loops Structures, Lists, and Functions. Çakıroğlu et al. (2021) revealed that 

students could not complete the nested repeat block task in mobile code activities. It can be said that 

this compelling situation is independent of the coding environment, and is caused by the nature of the 

programming subject content. Many students had also difficulty finding the source of the error during 

programming, and they tried over and over to correct the errors. Weintrop and Wilensky (2019) found 

similar results in a study that measured students' success and error levels to our study. Although this 

situation challenges students mentally, it is not considered a negative finding as it is a natural part of 

the programming process. However, some of the students, who had negative feelings such as getting 

angry and bored when they wrote erroneous code, got ambitious whereas some of them gave up. This 

situation encountered in both groups proved that the students' reactions were not related to text-based 

or hybrid-based programming approaches. Li (2016) reported that users acted such reactions during 

the programming process. The various scaffold models can be used to reduce mental effort according 

to the reactions observed in students during programming tasks (Salleh et al., 2018). 

The majority of the students in both groups stated that they did not fear making programming 

errors, and were able to learn the programming skill by making mistakes. According to Asai et al. 

(2019), the long-period implementation in programming education may help students become familiar 

with programming concepts and overcome programming anxiety. In our 10-week programming 

training, the programming tasks performed by the students in both groups from simple to complex 

may have provided this result. As in our study, we recommend that the future studies spread over a 

long period as well.  

On the other hand, It was determined that some students in both groups feared making the 

programming error. One of the reasons for this is the fear of losing popularity in the teacher's eyes. In 

addition, a few students, participating in hybrid-based programming, worried about classmates' 

reactions when they made a programming error. Rogerson and Scott (2010) emphasized that such 

external factors increased learning anxiety. This finding was in contrast with Hsu and Hwang (2021)'s 

study which determined that students engaging with block-based programming tasks had low 

programming anxiety. The finding of "classmate pressure", which emerged in our study and was not 

encountered in previous studies, is an important keyword that should be considered to reduce learning 

anxiety in the programming process. In future studies based on hybrid-based programming, it is 

recommended to take measures to prevent this pressure. 

Some students in both groups worried about failing to learn the programming language and 

were not confident about it. This caused learning anxiety in students. For instance, a student in a 

hybrid-based programming group was worried about attending such training for the first time. 

According to Bosch and D'Mello (2017), the reason for such feeling was a lack of knowledge about 

the course. Regardless of the students who were in which group, those who attended an algorithm 

course previously did not feel any anxiety about the programming course. It may be able to increase 

the self-confidence of students by using a method to reduce negative self-assessment of them during 

the programming process (Gorson & O'Rourke, 2020). 

In BG, most of the students thought that the interface features of a hybrid-based programming 

environment made programming easier. In addition, a student participating in hybrid-based 

programming did not have such anxiety and believed to be able to succeed in learning a programming 

language. Weintrop and Wilensky (2019) found out that students use Pencil. cc, a hybrid-based 

programming environment like Blockly, had self-confidence in terms of programming skills. 

Moreover, the studies in literature explained that students, who engaged with programming tasks in 
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such environments, had a more enjoyable learning experience and they felt that the programming 

process was easier (Adi et al., 2019; Hsu & Hwang, 2021; López et al., 2021; Rahaman et al., 2020). 

As a matter of fact, hybrid-based programming environments such as Blockly has the potential to 

reduce complexity in programming education, as it enables to see both the real programming code 

structure and blocks at the same time (Bak et al., 2020; Rodríguez-Gil et al., 2019; Sano & Kagawa, 

2019). Therefore, it can be said that hybrid-based programming environments are suitable for novice 

programmers to start learning a programming language (Adi et al., 2019; Rahaman et al., 2020). On 

the contrary, Çakiroğlu et al. (2018) determined that the buttons, colors, and drag/drop features of the 

block-based programming environment increased the mental effort. Trying to catch the logic of coding 

while combining the blocks correctly requires focusing on multiple parameters. This may make 

difficult learning (Ionescu, 2021). These contrasting findings may have resulted from based on 

different programming approaches in the studies. 

In our study, some of the students had difficulty in text-based programming and needed help 

the classmates while they were performing the programming tasks. Asai et al. (2019), and Topalli and 

Cagiltay (2018) confirmed that text-based programming required more mental effort. However, some 

others stated that using a text-based programming environment made writing code easier and thus, 

they enjoyed coding. Weintrop et al. (2017) also determined that a text-based programming 

environment improved students' programming abilities similar to professional programmers compared 

to a block-based one. This finding offers a different perspective for future studies. 

In both groups, a small number of students had difficulty getting used to a new programming 

environment. Similar statements were also quoted in the literature (Moons & De Backer, 2013; Shih 

2017). This factor affecting the process in negative ways just at the beginning of teaching 

programming can be explained as an innovation effect. Moreover, these students also needed teacher 

guidance while using the programming environment. This guidance is seen as an important factor to 

facilitate the programming language learning process, as it can reduce students' mental efforts and 

negative beliefs (Asai et al., 2019; Gorson & O'Rourke, 2020). Yet, during the 10 weeks, these 

students stated that they got used to the programming environment as the weeks go by and 

comprehended the programming language more easily as performing the various programming tasks 

each week. This is evidence that getting experience makes a less mental effort (Gomez et al., 2019; 

Mavilidi & Zhong, 2019). Accordingly, it can be said that novice programmers have an opportunity to 

improve their programming abilities thanks to these activities spreading over a long period.  

A few students who did not like to use computers had learning difficulties and anxiety in the 

text-based programming process. According to Weintrop and Wilensky (2019), students whether or 

not liked the computer science course affected their attitudes toward participating in text-based 

programming activities. On the other hand, the majority of students in both groups did not feel anxiety 

about learning programming as they liked to use the computer. Owolabi et al. (2014) stated that 

computer proficiency reduced computer anxiety, and this might indirectly affect learning anxiety. In 

this case, it seems that this finding in our study was independent of the use of programming 

environments based on different programming approaches. Therefore, this is an interesting result that 

can direct new studies. 

Although the significance of this course was explained to participants at the beginning of the 

implementation, few students in both groups thought that the lessons were boring, unnecessary, and 

unimportant. These students with no learning anxiety did not consider taking the course again, as they 

were not interested in this course. As Bubnó and Takács (2017) emphasized, eliminating this negative 

perception had a great role in achieving success in programming education. In addition, these students 

with low motivation had difficulties in the programming education process. Salleh et al. (2018) also 

stated that low motivation caused to increase the mental effort. According to the codes revealed in our 

study, the reason for this was the efforts of these students to pass this course instead of acquiring 

programming skills. Such a result for high school students was not available in previous studies, 

because the majority of these studies were conducted in engineering fields, not in high schools. For 

this reason, this interesting result in our study needs to be proven by new research. 
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In both groups, understanding the logic of coding, acquiring the programming skills, and 

learning to create software were achieved in the learning outcomes. These outcomes are among the 

target achievements determined by MoNE (2017). Thus, it can be said that this study has a positive 

effect on many students regardless of text-based and hybrid-based programming approaches. This 

result also shows that the instructor has well managed this implementation process, and has assigned 

the appropriate programming tasks to students considering their experiences. In addition, learning how 

to solve a problem step by step and understanding the programming errors were among the learning 

outcomes of students participating in text-based programming. These findings are evidence that 

learning a programming language improves problem-solving skills, and increases the desire to reach a 

solution for students (Lye & Koh, 2014). However, a student participating in hybrid-based 

programming claimed not to acquire any gain in this course. This result could stem from disregarding 

the course. Shih (2017) also determined that some university students performing the hybrid-based 

programming tasks exhibited low programming learning behavior.  

In our study, a student participating in hybrid-based programming wanted to attend the future 

programming course again because of the enjoyable lessons. According to Seraj et al. (2019), students 

who performed hybrid-based programming tasks using the Blockly environment stated that this was a 

more interesting environment to improve their programming experience in the future. Considering 

these positive results, it is seen that hybrid-based programming which can be used for both textual and 

visual coding is a favorable approach for teaching any programming language. In both groups, the 

majority of the students emphasized the importance of knowing the computer science field and the 

necessity of programming education. In the study of Weintrop and Wilensky (2017), students 

participating in both block-based and text-based programming expressed similar statements. In their 

study, especially the students performing the text-based programming tasks expressed that such 

environments were important for professionalization in programming. On the other hand, even if the 

most of participants in our study were female, they expressed that programming education was 

important and necessary. However, Hsu and Hwang (2021) stated that female students had a low 

interest in programming. Although there is no analysis regarding gender in the focus of our study, this 

finding will strengthen further studies.    

Conclusion and Implications 

This study offers a detailed perspective in terms of comparing the experiences of a group 

participating in text-based programming and the other group participating in hybrid-based 

programming. Therefore, the results obtained from the interviews in this study provide a rich data 

source in terms of giving ideas to instructional designers, instructors, and researchers regarding 

programming language education. In this study, during the 10-week-long programming language 

training, the majority of students in both groups realized the necessity of learning a programming 

language. This implementation process is an indicator that this awareness takes a long period to 

become a culture. For this reason, it is recommended that MoNE include courses at each grade level 

that will improve programming skills. On the other hand, some of the high school students in this 

study may have participated in algorithm training by using the block-based programming environment 

while in secondary school. The possibility of this situation affecting the results of the hybrid-based 

group is a limitation of this study. 

According to Bubnó and Takács (2017), students need to realize that they should not be afraid 

of computer programming, but rather, it is a process of mathematical problem solving through a 

machine. Therefore, it is necessary to offer various ways to them which can help to understand the 

programming languages. It is recommended to answer the needs of inexperienced/novice programmers 

that programming experts, instructional designers, and instructors, jointly develop the programming 

environments and conduct the programming language activities. At this point, hybrid-based 

programming environments can be used to increase students' beliefs about how to be able to succeed, 

motivation, and self-confidence to learn programming languages by having an enjoyable learning 

experience. In particular, as learners facing a programming language for the first time may feel 

anxiety, a hybrid-based programming approach that offers a variety of ease-of-use can be based to 

minimize this anxiety. In addition, students' interest can be increased in learning a programming 

language by performing more programming tasks and activities highlighting the necessity of this 
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course. Even if, these implementations, such as in our study, do not eliminate all programming 

difficulties, they can allow students to focus on logic and structures in programming rather than 

worrying about the basics of programming languages (Kelleher & Pausch, 2005). 

Consequently, this study offers some practical implications for instructors and researchers. 

It is recommended that programming language training spreads over long-period 

implementation in order to improve the students' programming experience and thus, overcome 

programming anxiety and increase their self-confidence.  

In this study, individual programming activities were carried out. In future studies based on 

text-based or hybrid-based programming, assigning students collaborative programming tasks maybe 

prevent the classmate pressure. Thus, it can be compared with the results of this current study by 

investigating whether group activities cause positive changes in students' programming experiences. 

As hybrid-based programming environments such as Blockly enable us to see both the real 

programming code structure and blocks at the same time it is likely to reduce complexity in 

programming education. Therefore, novice programmers may use to start learning a programming 

language. 

In this study, Python editor was used in text-based programming and Blockly environment in 

hybrid-based programming for the Python programming language training. To verify the results of our 

study, it is recommended that more studies be conducted on programming language education just 

included in the high school curriculum. 
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