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Abstract

The introductory computer programming (CP) course has been taught for three decades in
the faculty. Besides pursuing CP technology, one major goal has been enhancing learners’
problem-solving (PS) skills. However, the current situation has implied that this might not
be the case. Therefore, a research was conducted to investigate the effects of a web-
supported and well-structured PS instructional method on academic achievements and PS
perceptions of learners. This was a quasi-experimental study with a posttest-only design
that included a control group. While the web-supported and traditional approach was
adopted for the control group, the experimental group was treated with the web-
supported and well-structured PS method. A cluster random sampling was used and the
existing 18 sections were randomly assigned to the study groups. Consequently, 6 faculty
members and 433 freshman undergraduate students participated in the study for one
semester. The students’ PS perceptions were assessed by the Problem Solving Inventory
(PSI) and their CP performances were measured by an academic achievement test. The
results indicated a significant difference between the groups in terms of CP achievements.
Except for one factor of the PSI, there were also significant differences between the
groups in terms of their PS perceptions.

Keywords: Instructional design; Problem-solving; Web-supported instruction; Computer
programming

Introduction

Researchers have been searching the ways for integrating techniques to classes for
overcoming the difficulties in learning or teaching computer programming (CP). Different
studies are continually evolving in the hope of finding better tools and methods. Integrated
techniques would also benefit students (Jerez, Bueno, Molina, Urda, & Franco, 2012), and thus,
they are expected to alleviate some of the problems in learning CP. For example, recent
studies indicate that learners’ problem-solving (PS) ability, which is also an essential skill for CP,
can be facilitated through the integration of PS techniques and computer technologies (Chen,
2010; Hwang, Chen, Tsai, & Tsai, 2011; Kim & Hannafin, 2011; Kuo, Hwang, & Lee, 2012).
Therefore, besides pursuing computer technology, one of the major goals has been enhancing
the PS skills of learners whether or not this is explicitly stated. However, much of the
contemporary CP courses are not necessarily based on an instructional design theory of PS
aiming to improve beginners’ both PS skills and CP performances.

* A limited part of this study was presented at the International Conference on Future of Education in
June 13, 2013, Florence, Italy.
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The generalization of CP skills is one of the main troubles for beginners, and it may take quite a
long time. Novice learners usually tend to forget programming details if they cannot effectively
process and use information in meaningful instructional contexts. It is required for every
programmer to acquire effective CP skills and knowledge before engaging with complex
programming tasks (Palumbo, 1990). The works on software industry and university students
additionally support the idea that learners have to structure their knowledge and they need to
internalize CP skills long before attempting to produce qualified software solutions.

The PS techniques, such as top-down design or breakdown of a given programming task, have
already been used by instructors (Kay, Barg, Fekete, Greening, Hollands, Kingston, & Crawford,
2000). Expert computer programmers consciously employ these techniques for planning,
designing, coding and testing of a programming task, and they explicitly decompose
programming problems into sub-problems (Thomas & Upah, 1996). However, novice
programmers usually attempt to start programming without handling the task as a whole; and
they may not plan or apply solution steps automatically (Jonassen, Strobel, & Lee, 2006).
Moreover, low-performing students mostly lack the skills and cognitive strategies required for
reflecting on a programming problem, organizing CP domain knowledge, and finally employing
different solutions (O'Kelly et al., 2004).

Hence, some researchers attempted to investigate the relationships between CP and PS skills
to address the needs of novice learners. For example, Dalton and Goodrum (1991) conducted
an experimental study exploring the relationship between PS and CP instruction, their effects
on PS skills, attitudes, and learning achievements. The results showed significant learning gains
when CP was integrated with PS instruction, but teaching CP alone was not effective. The Allan
and Kolesar (1996) study’s focus was to predict the success in an introductory CP course. They
found that a skill-based and PS approach to computer science had certain advantages for
undergraduate learners. In the Lee and Thompson’s (1997) study, the lack of cognitive
strategies in solving problems was found as a contributing factor for the low performances of
CP learners.

The most of research findings indicate that PS skills can be acquired in, and transferred from
CP within the context of instructions focusing on the well-defined aspects of PS process (Choi
& Repman 1993; Unuakhalu, 2004). These studies, therefore, report the positive effects of
programming (Dalton and Goodrum 1991; Lee and Thompson 1997; Palumbo, 1990). Despite
this intuitive appeal, there is also conflicting evidence on the relationship between CP and PS
(Unuakhalu, 2004). The researchers in this group point out that the transfer of PS skills can
occur under certain conditions, and therefore, they cannot support the use of CP as a basic
method for teaching or improving PS skills (Liao & Bright 1991; Pea & Kurland 1984). However,
all of the studies integrating PS and CP include micro-level problem-solving techniques rather
than an instructional design theory.

When it comes to our faculty members and students, the traditional instructional method for
the CP course is still preferred by the majority. However, it is away from preparing the
students for the challenges of CP and PS in different instructional situations (Mills & Treagust,
2003). Moreover, it cannot enable the knowledge transfer to other learning domains (Dale,
Weems, & Headington, 1997; Dunlap, 2005; Jonassen, Strobel, & Lee, 2006). Therefore, should
PS strategies complement the CP course; then this may be more effective than the direct
presentation of concepts, facts and rules only. Although teaching CP through PS techniques
has been a topic for different researchers, there is little empirical evidence exploring the
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effects of a CP course, which is based on the prescriptions of an instructional design theory for
PS.

When taken together, the literature review and the current situation in the faculty where the
present study was conducted suggest that the integration of PS and CP is not an easy job, and
therefore, this process has to be grounded on appropriate design principles (Peng, 2010). In
view of educational technology, it is thought that adopting an instructional design theory of PS
for the CP course can be an affecting factor for improving the learners’ PS perceptions while
enhancing their performances in a rich and meaningful learning context.

The purpose of this study was to explore the effects of a web-supported and well-structured
PS method on academic performances and PS perceptions of novice CP learners. Towards this
research goal, the hypotheses were as follows: (a) When compared to traditional instruction,
well-structured PS instruction will not have a significantly different effect on academic
achievement; and (b) the instructional treatments will not make significant differences
between the groups in terms of PS perceptions. The main argument of the study is that a CP
course should be based on an instructional design theory for improving the well-structured PS
skills of learners. The following sections present the related work, situation in the faculty,
method, results and discussion parts of this article.

Problem Solving and Computer Programming

In general, a problem is an unknown resulting from a situation in which an individual seeks to
satisfy a need or to accomplish a goal. A problem is problem only when there is a “felt need”
that motivates a person to search for a solution (Arlin, 1989). The PS process depends upon
the problem solver's personal understanding, the problem representation, and goal-oriented
activities for developing a solution to the problem. Problems can be grouped into the
categories, such as ill-structured and well-structured. The ill-structured problems are similar to
the ones in everyday practice or workplace. They are not constraint by the contents studied in
schools. The situations in ill-structured problems are not well-defined and clear, and their
solutions are usually unpredictable. On the other hand, the well-structured problems are
restricted to certain situations that require application of finite number of rules, principles and
concepts. Their attributes and components have to be presented to problem solvers, and thus,
they have preferred or prescribed solutions. Computer programmers may encounter ill-
defined problems; however, they primarily need to acquire programming skills in well-defined
formats. Although the studies exploring well-structured and ill-structured PS processes in
different contexts present some distinctions, the well-structured PS practices are believed to
have improved CP skills.

CP and PS have much in common per se. PS is similar to the Structured Programming Paradigm
that breaks programs into interacting modules, each of which is in charge of executing one of
the program’s functions. Both of the PS and CP disciplines require higher order cognitive skills
and they engage a variety of cognitive components (Palumbo, 1990). Cognitive activities are
mainly employed for (1) understanding programming problem, (2) problem decomposition,
and (3) implementing the solution (Tegarden & Sheetz, 2001). Understanding problem and its
sub-problems are associated with obtaining the requirements for the system, understanding
behavior and components, and organizing the knowledge about CP domain. Decomposition
involves breaking the current problem into smaller sub-problems to create a logical solution
based on the programmer’s understanding. When decomposing the system, the programmer
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makes decisions on logical design and physical structure of the software system. Solution
phase includes verifying the designs, and then writing the code to implement the design
criteria. Consequently, writing a program requires learners to explicitly use PS skills, and
therefore, CP can be regarded as a type of PS process (Benjamin, John, & Scot 2008; Brooks
1999; Hung, 2008).

Situation in the Faculty

The introductory CP course has been taught for about three decades in the faculty. It is a
required course for the first year students majoring in different disciplines, such as electronic,
mechanical, and industrial engineering. The intuitive belief has been that the learners would
develop PS skills when learning and solving CP problems. It is also expected that they could
transfer their learning experiences to other knowledge domains. However, the current
situation has implied that this might not be the case. The main point is that the traditional
teacher-directed method has been the primary method. Therefore, the faculty members have
been using the direct instructional techniques for the CP course. Learning is assumed to occur
if the students can understand presented knowledge, and then they transfer this knowledge to
programming tasks in the labs. The main emphasis is put on the programming exercises during
lab hours following the lectures. Yet, the transfer of knowledge from lectures to laboratory has
been one of the headmost problems of novice learners.

Initially, it was very important to determine the instructional requirements. Therefore, the
instructional and the root-cause analysis techniques were integrated to form the theoretical
grounding of the study. The root-cause analysis (Evans & Lindsay, 2005) was helpful for
focusing on various possibilities while brainstorming on causes of the problem (Figure 1). It
provided a systematic approach to effectively identify the potential main or sub-causes before
jumping to a conclusion. The instructional root-cause analysis guided how to assess the current
needs, learners, environment, tasks and goals.

Programming Instructional
Language Approach
<—Paradigm Institution ——> Content

&—— Syntax Tools——> Goals
Dev.elopment Poor PS skills
Environment —> Strategie —— > ~ and

“|| knowledge
Prior——>, Attitudes———> transfer
Knowledge
<—Individual k&—Teaching
Attitudes —> Differences Styles
Learners Instructors

Figure 1. Instructional Root-Cause Analysis
Figure 1 depicts the possible sources of the problem in the form of a fishbone diagram

providing the basis of decision making process. The “poor PS skills and knowledge transfer” is
determined as the main problem statement. The main branches, “Programming Language”,
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“Learners”, “Instructors” and “Instructional Approach”, form the possible major factors. The
sub-branches, such as the “paradigm” of the programming language, learner “attitudes” to CP,
instructors’ “teaching styles”, and the “learning goals” may be possible sub-causes of the
problem. The outline of analysis presents the factors and current status of the CP course in the
faculty as follows:

Programming language: C has been taught as an introduction programming language in the
faculty, and it is regarded as one of the most widely used programming languages. With its
unique characteristics, it also has influenced many contemporary languages, and C has been
used as an intermediate for the implementations of other programming languages. It
facilitates adopting the Structured Programming Paradigm by use of “functions” that contains
executable code. Its statement and expression syntax rules, data models and structures have
allowed large-scale programming. Consequently, C is an appropriate and motivating language
for teaching CP through PS strategies.

Learners: Being a first-time programmer with no or little experience was an important issue.
Studies indicate that anxiety owing to poor knowledge or lack of motivation might be some of
the causes of academic failures in CP (Jerez et al., 2012). Motivation, attitudinal aspects, such
as confidence and low anxiety, are important to a PS process, and thus they reinforce the role
of contextualization in PS (Jonassen, 2000). Therefore, relating the course contents with
students’ majors or using CP knowledge in meaningful learning contexts as in PS can make the
learners much more motivated and enable the knowledge transfer.

Instructors: As mentioned before, the instructors have preferred and used the teacher-
directed approach, which is also an official instructional method of the faculty. They focused
on the contents, and felt responsible for providing and controlling the flow of the CP course.
The much of students’ active participation was in the laboratory sessions, and little emphasis
was put on modeling CP through different techniques during the lectures.

Instructional method: Although the faculty members seemed to believe that complementary
or new strategies could contribute to the course, they were not enthusiastic about a radical
change in their teaching patterns and practices. However, a new teaching approach, which
would bring a different perspective to the course, would improve PS and CP skill and motivate
the leaners. As previously stated, PS method has been one of the techniques used for CP
instruction aiming at enhancing both meaningful learning and knowledge acquisition
(Benjamin, John & Scot 2008; Hung, 2008).

Method
Research Design

This was a quasi-experimental study with a posttest-only design that included a control group
(Table 1). The research purpose was to investigate the effects of a web-supported and well-
structured PS method on academic achievements and PS perceptions. Therefore, the study
had two mainstays: (a) adopting an instructional design theory for well-structured PS; and (b)
integrating a web-based tool with this design. While the web-supported and traditional
approach was used for the control group, the experimental group was treated with the web-
supported and well-structured PS method. A cluster random sampling was used due to
administrative reasons, and thus, the existing 18 sections were randomly assigned to the study
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groups. Academic achievements and PS perceptions constituted the dependent variables of
the experimental design. The hypotheses were as follows:

H-1. When compared to traditional instruction, well-structured PS instruction will not
have a significantly different effect on academic achievement.

H-2. The instructional treatments will not make significant differences between the
study groups in terms of PS perceptions.

Table 1. Research Design

Study Instructional Function of Web-Based

Post-Tests
Groups Treatments Tool

Guiding & supporting PS
activities, posting course
materials (a) CP achievement (b)

Well-structured

Experimental .
P problem-solving

PS perception
Control Traditional Posting only course materials

Participants

The 433 first-year military undergraduate students, who were 2.3% female (n=10) and 97.7%
male (n=423), and aging from 18 to 20, participated in the study at the second semester of the
2011-2012 academic year. They took the “Introduction to Computer Programming with C”
course in 18 sections instructed by 6 different faculty members. The majority of the students
had taken computer literacy courses during high school education but they did not have
experiences in CP.

On the instructors’ side, the faculty members in the experimental group had received training
in conducting a course based on well-structured PS activities. Although they had seemed to be
concerned at the beginning, it was later observed that they felt comfortable as they would
conduct a modified version of the traditional course with PS activities guided by a web-based
tool. The instructors using traditional method also had no experience in PS methodology but
agreed to teach the whole content with direct-presentation format. The most experienced (10
and 14 years) and most inexperienced (2 years) instructors were assigned to the PS group to
balance experience. All of the remaining instructors were between 28 and 41 years of age and
averaged 9 years of teaching practice.

Instructional Treatments

Well-Structured PS Instruction
The instruction was designed according to the Jonassen’s (1997) “Instructional Design Model
for Well-Structured Problems” (Figure 2). Since the participants were first-time programmers,
it was also expected that this approach would motivate the learners, and help them to

internalize CP knowledge through well-defined PS activities. The first four steps were executed
in the lectures, and the next three steps were in the lab hours. The main focus was on the
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programming problems, their representations, and solution processes of the programming
tasks. The lectures and labs were integrated to model CP as a form of well-structured PS
process with its required activities.

Step-1 Step-2 Step-3
Present the problem »| Review concepts, rules »  Present conceptual
and principles models of CP domain
\ 4
Step-4
|ToTmmmmoes > Present worked
1 examples
I
y o TTTTTTETETTII T >y
Step-7 Step-6 Step-5
Reflect on problem states|% Support search for < Present practice
and the solutions different solutions problems
: 5 3
L e e e e e e e e e e e = =

Figure 2. Well-Structured PS Instruction

Step-1: Presenting the problem; weekly lectures started with a well-defined programming
problem followed by the presentation of programming facts and rules in the form of PS
elements.

Step-2: Reviewing concepts, rules and principles required for solving the problem; solving a
well-structured problem required identifying, selecting and applying CP domain skills and
knowledge. Therefore, prior to presenting the current content, the learners initially reviewed
their previous knowledge and concepts.

Step-3: Presenting conceptual models of the CP domain; the CP facts and rules related to the
programming problem were presented as PS elements. The conceptual models contained the
visual representation of the essential parts, states and attributes of the problem at an
appropriate level of detail. They clearly represented the structural knowledge required to
support PS process (Jonassen, Beissner, & Yacci, 1993). By using visual conceptual models, it
was aimed to ease retention and recall of programming knowledge, and also to display the
interactions between the problem and corresponding programming elements. This was to
associate the states and attributes of the problem with its possible solutions.

The flowcharts and pseudo codes were combined to form the conceptual models and worked
examples to help the learners to understand program logic and sequence. The data flow and
essential steps in the PS process were presented using shapes and flow lines of the flowcharts.
The pseudo codes were especially helpful for the high-level descriptions of the solution
algorithms while using the natural language and conventions of the C language. This type of
visualization also aimed to enhance the students’ mental models pertaining to well-structured
PS process.

Step-4: Presenting worked examples for modeling PS performance; there are studies showing
that worked examples could be more beneficial for inexperienced learners since starting
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directly with PS may impose heavy mental load (Kalyuga et al., 2001; Sweller et al., 1998; Uysal,
2013). It is also known that learners engaged in worked examples can adopt PS techniques and
improve PS skills rapidly (Chandler & Sweller, 1991). Therefore, the worked examples aimed at
modeling CP process using PS strategies. The learners reflected on these examples during
lectures to learn how to construct the representations of programming problems. With this, it
was intended to help learners to construct useful PS schemas as well as to categorize
programming problems with similar solutions. The worked examples were primarily
constituted by the snippets of program code, which were also combined with the explanatory
flowcharts and pseudo codes.

Step-5: Presenting practice problems; this instructional step was carried out in the lab hours.
Automating the use of syntax rules and programming structures to solve programming
problems could be a slow process and it may require extensive practices. Although PS schemas
in learners may develop quickly, the worked examples may not be sufficient alone (Jonassen,
1997). Therefore, a variety of practice problems were used for facilitating programming
schemas and also for allowing the transfer of CP knowledge to novel problems. They were
made more realistic by withholding some programming elements or including irrelevant
variables in the description of programming problems. Thus, the learners were expected to
develop the skills for retrieving the information necessary to solve the problem, or identifying
the critical information missing from it.

Step-6: Supporting the search for different solutions; it was important to provide learners with
different problem solutions when helping to construct effective PS and CP schemas. Therefore,
a variety of strategies supported the search for different solutions, such as “analogical
problems”, “recalling a previously developed program” or “breaking down a problem into sub-
problems”. These strategies were used for assisting the learners in developing skills for
generating different solutions and algorithms. For example, analogical programming problems
were similar to the ones previously solved. They were powerful scaffolds to support learning.
They mapped a previous problem onto new one and made the use of prior experiences
possible. The remaining techniques were providing feedbacks, hints and relevant cues when
the learners engaged in the practice problems.

Step-7: Reflecting on problem states and problem solution; learners had to reflect on different
problem states and conditions. It was essential to note to the characteristics of a programming
problem, its known, unknowns and the situation in which they were stated (Jonassen, 1997).
During this step, the learners were focused on the solution processes, which were especially
effective or not effective in solving practice problems. The students were expected to
associate the programming problems with successful solutions.

When executing the steps of PS instruction, the web-based tool supported the instruction not
only by providing the instructional materials, conceptual models and diagrams, but also by
guiding the instructors, presenting the practice problems and worked examples as well.

Traditional Instruction
The instructional activities were similar to the ones in traditional CP courses (Figure 3). The
faculty members directed the instruction and controlled the flow of contents as in the PS

instruction. However, the focus was on the C programming language itself instead of PS
activities during the lectures and labs. The students worked in the labs, and practiced on what
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had been presented in the lectures so far. The Web-based tool posted only the “MS Power
Point” presentations, assighments and handouts.

A\ 4
A\ 4

State objectives Present concepts, rules Present and review

and principles sample codes
7\
|
|
[}
e e ==
| |
| |
| |
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Summary < Provide feedback  [*T=—}] Practice
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Figure 3. Traditional Instruction

Experimental Procedures

The CP course consisted of a two-hour lecture and a one-hour lab per week, with 15 weeks per
semester. The students participated in the study in 18 sections, and therefore, 219 students
were in the PS group and 214 students were in the traditional group. The course’s scope and
content were identical for the study groups, but the instructional designs differed (Table 2).
The weekly contents were grouped into the units so that they were consisted with each
instructional approach. Homeworks were assigned every two week to both of the groups, and
they had to be handed in at the beginning of the next lecture. Besides participating as an
instructor, the researcher played an advisory role and provided the support to the instructors
throughout the study.

The lectures for the experimental group started with a well-structured programming problem.
Therefore, learning was expected to promote when the learners were engaged in the PS
activities towards this problem. Prior to presenting the content, the instructors and learners
initially reviewed the prerequisite knowledge. For example, the use of “selection structures”
was reminded before passing to the topic “repetition structures”. The flowcharts and pseudo
codes formed the conceptual models. The worked examples helped the PS learners to
categorize similar solutions to well-structured problems. In an example, different types of
loops, such as “while” and “for-loop”, were used in different examples for the topic “repetition
structures”. During the labs, the PS learning group was confronted with a variety of practice
problems that were aligned with the weekly problem, and the students reflected on the
effective solutions. The learners of this group were relatively more active than the learners of
the control group in lectures and labs. However, the instructors of the PS group took the main
responsibility of problem-based flow of the course and acted as a guide for the PS activities.

As for the control group, a traditional, teacher-centered and content-driven instructional

approach was adopted. The instructors of this group were mainly responsible for providing the
course contents, such as syntax rules, CP techniques and principles. In the lectures, CP
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concepts, rules and principles were presented before reviewing the sample codes or snippets.
The instructors used only visual or oral presentation technique as the main strategy to transfer
knowledge on a particular topic. In the labs, the learners of control group were responded only
when they asked for a help. They were mostly active in the labs, and practiced on similar but

discrete programming tasks.

Table 2. Design Criteria for the Instructional Methods

Design Criteria

Traditional Instruction

PS Instruction

1 Instructors’ Role

a. Providing and controlling only
the flow of contents

b. Providing support when asked

a. Providing PS flow of the contents,
b. Guiding the learners during PS,
¢. Monitoring and providing support
during the process of PS activities

2 Learners’ Role

a. First take in information then

apply it,
b. Active mostly in lab hours

a. Process information with PS
activities,

b. Relatively more active in lectures and
labs

3 Content Presenting CP facts and rules only Presenting CP facts and rules in a well-
Presentation structured PS context
a. Presenting sample code a. Starting with a sample well-
snippets and limited examples in structured problem,
lectures, b. Modeling well-structured PS
4  Practicing processes with worked examples,
b. Practicing discrete c. Practicing with different versions of
programming tasks in the labs. the same problem,
d. Reflecting on effective solutions
a. Web-supported implementation of
a. Web-supported presentation PS instruction,
of the course materials, b. Multimedia presentation of the PS
5 Functions of the materials,
Web-Based Tool b. Serving as a container for the c. Serving as an instructional guide for
course materials the instructors of PS,
d. Serving as a container for the course
materials
Instruments

The Problem Solving Inventory (PSl) was the instrument for assessing the participants’ PS
perceptions, their beliefs and attitudes associated with PS (Heppner, 1992; Heppner &
Petersen, 1982). It is a 6-point Likert scale with 35 items including 3 filler items. The initial
exploratory factor suggests three factors within the PSI: (a) Problem Solving Confidence factor
(PSC: 11 items) represents the person’s believe and trust in his/her own PS abilities; (b)
Approach-Avoidance Style factor (AAS: 16 items) defines the person’s general tendency to
approach or avoid PS; and (c) Personal Control factor (PC: 5 items) measures to what extent
the individuals believe that they can control their emotions and behavior when solving
problems. The total score is used as a single measure for an effective PS ability, and it reflects a
person’s overall appraisal of his or her PS style. Low scores indicate the person’s greater
perception of an effective PS ability, which is also the same for the PSC, AAS and PC measures.
The intercorrelation among the factors ranges from .39 to .69 in a variety of studies on PSI, and
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the results also suggest that the factors are independent enough to be considered as separate
factors (Heppner, 1982; Heppner, Pretorius, Wei, Lee, & Wang, 2002). Subsequent studies
using either confirmatory or exploratory factor analyses indicate that the PSI factors can
replicate well across different age groups with various backgrounds (Heppner, Witty, & Wayne,
2004).

There are also studies exploring the cultural validity of PSI (Sahin, Sahin, & Heppner, 1993).
Nearly the thirty years of PSI have presented consistent patterns in the knowledge base, and
showed that it could be used as an effective and valid tool in a wide range of disciplines
(Heppner et al., 2004). The previous factor analyses of the PSI (Heppner, 1988; Heppner et al.,
2002; Laporte, Sabourin, & Wright 1988) and a Turkish sample (Sahin et al., 1993) provided
support for the original factor structure of this scale. However, the factor structure was
reexamined by conducting a confirmatory factor analysis with 90 students in the faculty, and
the Cronbach alpha (a) values of each factor were calculated. The results showed fewer items
loading, and therefore some of the items of factors PSC (12th, 34th, and 35th items), AAS (13rd,
17th, and 30th items) and PC (32nd item) were excluded. The adapted version of PSI was
employed to measure the PS perceptions of 433 students at the end of the course. The
estimates of internal consistency were examined for each of the factors. Consequently, the
Cronbach alpha coefficients were: .94 for PSI total; .87 for PSC; .89 for AAS; and .72 for PC.
These figures suggest that the PSI and its factors have high levels of internal consistency.

As to the academic performances, a five-response multiple-choice test with 20 items measured
the learners’ achievements, and one correct answer was deducted for every four incorrect
answers. The test was prepared and evaluated by the CP group of faculty members according
to the course objectives and unit plans, and it was also examined by this group for content and
face validity. At the end of the research study, the test was employed as a posttest to measure
the learners’ CP knowledge and skills. In order to assess the quality of the items and of the
posttest as a whole, the Item Analysis Process was used to examine the learners’ responses to
individual test items. The item analysis included two statistics, such as the question difficulty
and the question discrimination values. The results showed that the posttest had an
acceptable range of question difficulty levels, and it was able to differentiate among the
learners in terms of CP knowledge and skills.

Web-Based Tool

Research on the technology-supported instructional environments suggests that flexibility and
access to different forms of instructional materials can be contributory. In this study, the main
motivation behind the use of a customized web-based tool was driven from the need for a
more accessible course as well as from the difficulties in implementing a PS instruction
(Hoffman & Ritchie, 1997; Kinnunen & Malmi, 2005). The tool offered two types of interfaces
for students, each of which was for the corresponding group instructed by either PS method or
traditional method. Although the menu functions and the knowledge presentations were
different, the same interface design principles were applied for the web-based application. For
example, the text presented on a given page was limited and scrolling was avoided. The over-
all layout of the web pages had the same structural meaning. Moreover, a special notice was
given to the multimedia learning principles (Mayer, 2009). For example, “learning is better
from words and pictures than from words alone”. Therefore, the graphical representations,
such as flow-charts and pseudo codes, supported the integrated display of text and images.
The final considered principle was “spatial contiguity”, which proposed that “people learn
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better when corresponding words and pictures are placed near each other rather than far
from each other on the screen”.

Findings

Descriptive and inferential statistical techniques were used for analyzing the data and testing
the hypotheses. The findings were depicted in the tables and their interpretations were
presented in the corresponding paragraphs of relevant sections. The findings and discussions
were organized under the titles of the dependent variables.

Academic Achievements

A summary of descriptive statistics about academic achievement scores is presented in Table 3.
As seen, the average score for the experimental group (Mean=82,46) is relatively higher than

the average score of the control group (Mean=79,83).

Table 3. Means and Standard Deviations for Academic Achievements

Groups n Mean Std. Deviation
Experimental Group 219 82,46 8,94
Control Group 214 79,83 9,31
Total 433 81,16 9,21

Based on the tests of normality (Kolmogorov-Smirnov and Shapiro-Wilk), the academic
achievement test was not normally distributed (p<.05). Therefore, the Mann-Whitney Test was
used for the analysis procedures. As a result, a statistically significant difference was found in
the academic achievements at the a = .05 level of significance (z=-3,211; p< .05). It is possible
to state that the learners instructed by the web-supported PS method displayed higher
academic performances (Table 4).

Table 4. The Mann-Whitney Test Results of Academic Achievement Test

Groups n Mean rank  Sum of ranks z p
Experimental Group 219 236,08 51701,50

-3,211 .001
Control Group 214 197,47 42259,50

Perceptions on PS Skills

A summary of descriptive statistics about PSC, AAS, PC and PSI (total) scores is presented in
Table 5.
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Table 5. Means and Standard Deviations for PSC, AAS, PC and PSI (total) scores

Factors Groups n Mean Std. Deviation
PSC Experimental Group 219 17,29 8,42
Control Group 214 18,67 8,31
AAS Experimental Group 219 24,90 11,49
Control Group 214 27,05 11,31
pC Experimental Group 219 8,31 4,21
Control Group 214 9,77 4,62
E i tal G 219 50,50 22,90
PSI (Total) xperimental Group
Control Group 214 55,49 22,38

The PSI scores were not normally distributed (p<.05), and therefore, the Mann-Whitney Test
was used for the analysis. The test results are presented in Table 6. Although the null
hypothesis stated the opposite, there was enough evidence to conclude that there were
statistically significant differences between the groups for the PSI, PSC, AAS scores (PSI: z=-
2,634, p<.05; PSC: z=-2,021, p<=.05; AAS: z=-2,222, p<.05); but not for the PC score (PC: z=-
1,183, p>.05). It is possible to state that the web-supported and well-structured PS
instructional method effected and improved the PS perceptions of learners. In other words,
the learners in the PS group perceived themselves: (a) more effective in PS (PSI score); (b)
more tend to PS (AAS score); (c) and more confident (PSC score) in PS. However, the results
indicated no statistically significant difference between the groups according to (d) their
personal control on PS process (PC score).

Table 6. The Mann-Whitney Test Results of the PSI, PSC, AAS and PC scores

Groups n Mean Rank Sum of Ranks z 4]
Experimental 219 205,02 44898,50
PsC Control 214 229,26 49062,50 -2,021 043
Experimental 219 203,81 44633,50
AAS Control 214 230,50 49327,50 2,222 026
Experimental 219 209,86 44910,00
PC Control 214 223,98 49051,00 -1,183 237
PSI Experimental 219 201,35 44095,50
-2,634 .008
(Total)  Control 214 233,02 49865,50

Results and Discussion
Academic Achievements

The research results mark the well-structured PS method as a significant factor for the
academic achievements, and for the PS perceptions to some extent, as well. As previous work
(Jonassen & Reeves, 1996; Pea & Kurland, 1984; Unuakhalu, 2004) had shown, learning CP
through PS strategies affected the performances positively. This finding is similar to that of
Hung’s (2008) study suggesting that PS improved the understanding of a programming
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language and increased the CP skills though his study included relatively limited PS techniques.
One possible explanation for the observed relationship between the treatments and the
academic achievements would be the integration of programming concepts and rules into a
meaningful PS context (Allan & Kolesar, 1996). Presentation of the course contents with PS
techniques provided the knowledge at a level of appropriate detail and familiarity. Thus, this
provided a more learner-centered approach rather than simply presenting the CP facts and
rules to the students.

Novice learners mostly attend to surface features, rather than deeper knowledge without
being guided. They usually have difficulty in connecting the attributes of CP facts and rules
with those of programming exercises, especially when knowledge presentation is separated
from practice in time and/or space. Therefore, another reason for the higher achievements
would be the meaningful connection of the labs and the lectures based on the principles of a
well-structured PS design theory. By using well-structured PS techniques, the learners were
simultaneously able to focus on the aspects of problems and on the CP structures. This
naturally enriched the students’ experiences, and also enabled the support of PS activities with
additional strategies, such as providing hints and cues, guiding and directing the students’
attention, elaborating, and eliciting knowledge from PS activities. These strategies, therefore,
helped the students to reflect on CP context by providing meaningful abstraction of
programming knowledge.

In view of the cognitive principles, there are also additional explanations. Although Davies
(2000) reports the empirical results on the retrospective and forward-planning activities
required for a well-structured PS process, he implicitly directs the attention to the Information
Processing Theory for the discussion of these results. That is, how information is coded and
processed affects the quality and effectiveness of a cognitive performance. It is thought that
reflecting on programming facts and rules, which were in the integrated form of worked
examples, practice problems and effective solutions possibly helped the learners to develop
stronger schemas (Ge, 2010). As in the Pedersen and Liu’s (2002) study, worked examples and
PS strategies showed cognitive modeling, and they were appropriate especially for the
inexperienced learners (Crippen & Earl, 2007; Kalyuga et al., 2001). Thus, the students were
able to reflect on the facts, rules, and programming techniques easily. The use of worked
examples in learning process, at the same time, lessened the load on working memory while
enabling the focus on the states of programming and PS process (Sweller, 1998). Furthermore,
task automation and schema acquisition are also important in learning a complex skill like CP
(Merrienboer & Paas, 1990). This frees up the working memory, reduces the cognitive load,
and information can be processed automatically without extra mental effort (Ericsson &
Kinstch, 1995; Uysal, 2013). Therefore, PS instruction is thought to have provided the learners
with automated CP and PS skills needed for high-level cognitive performances (Renumol,
Janakiram & Jayaprakash, 2010).

Another important factor was the guidance that the well-structured PS instructional design
emphasized for a meaningful learning context. It is thought that the added benefit of the
instructor-led PS activities provided the students with a guide for interpreting syntax rules and
programming structures (Perrenet, Bouhuijs, & Smits, 2000). Instructors of the experimental
group provided this required guidance with the learners on a just-in-time basis at any phase of
programming and PS activities. Without this, it would probably take more time for students to
figure out how best to transfer knowledge to the solutions of programming problems
(Kirschner et al., 2006). Thus, the learners in PS group were possibly able to build more CP
domain-specific representations, and they were able to note the characteristics of CP in more
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detail (Jonassen, 1997). Consequently, this situation made CP more understandable, enjoyable,
and therefore, enabled the learners to reach to the solutions with fewer steps (Bude, Wiel,
Imbos, & Berger, 2011).

Perceptions on PS Skills

The findings of this study are consistent with the literature on studies comparing PS instruction
to traditional one (Dochy, Segers, Bossche, & Gijbels, 2003; Strobel & Barneveld, 2009).
However, one important finding is the identification of non-significant difference between the
students according to their Personal Control (PC) scores. This meant that the students did not
perceive a great deal of emotional and behavioral control over their PS performances. This is
not surprising to the researcher. Although the students in the PS group acquired CP skills using
PS strategies, the instructors played the central role, and they guided and supported the
learners when needed.

Contrary to the expectations, academic achievements did not correlate with PS perceptions
(r=.036; p>.05). This may be explained by the Heppner’s (1997) inferences, such that the PSI
might be used to identify students at risk of academic failure, but not for predicting their
course grade. On the other hand, the research on the PSI suggests that PSI factors can be
positively and/or negatively associated with personal agency, positive affectivity, curiosity,
anxiety etc. Even though the PSI has demonstrated adequate validity in comparisons with
different measures, the possibility of confounding effects cannot be ruled out. The results,
therefore, need to be interpreted with caution and future research is needed to address these
issues, such as the self-perceived PS ability with subjective and objective behavioral indicators.
Nevertheless, the results imply that the students’ PS perceptions and their programming
performances can be improved in classroom through the use of PS strategies.

Another point that has to be discussed is the use of a web-based tool throughout this study. At
the first place, it provided a means to manage the learning resources for all students, and
provided an efficient mechanism for the design and implementation of PS instruction (Walker,
Recker, Robertshaw, Osen, & Leary, 2011). It, most importantly, established an application
framework for the activities of PS across a large number of students. As the research on
technology-supported learning suggests (Park & Ertmer, 2008), a rich form of access to
knowledge and its presentation was achieved through multimedia technologies. Thus, the
web-based tool is thought to have supported the students’ information-processing ability
essential for high-level cognitive performances (Chiou et al., 2009; Hwang et al., 2011; Kuo et
al., 2012). The learners, therefore, could easily note and review the concepts, principles and
techniques pertaining to either PS or CP process. The results illustrate that hypermedia can be
used to enhance understanding of CP if it is guided by an instructor and supported by a PS
context.

During this study, one critical issue was also the transition from an instructor role to the PS
facilitator role in the classroom, and this would take time for teachers. It was highly probable
and easy for the instructors to refer to their old habits, especially when students were
struggling with understanding the programming paradigm. Therefore, adapting the web-
supported PS method to the classroom established a more student-centered environment and
supported the transition to PS learning context (Park & Ertmer, 2008).
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As a result, the early indications in this study suggest that the PS instructional method has
facilitated the shift away from surface learning, though it is still unclear how deep or to what
extent learning has occurred.

Limitations of the Study

Although this study provides several important findings, certain limitations should be
considered as well. First, the conclusions drawn from the study are limited by the students’
profile and by the nature of the PS environment. The participants were military students living
on the campus. Even if this is convenient for sampling and conducting the experimental study,
it means no high population validity, and therefore, the findings may not be widely generalized.
Second, the effects of the well-structured PS activities may be due to some aspects of the
presence of instructors regulating the PS environment (Bude et al., 2011). Third, learners have
different attitudes or preferences towards to take in and process information. However, this
study did not address these individual differences though the conclusions drawn might vary
depending on the different aspects of cognitive psychology, such as cognitive styles. Finally,
the problems used in this study did not include ill-structured problems and they were not
either in the scope of this study though they are ideally needed for a learner-centered
instruction. It is thought that these issues and the limitations can be addressed by careful
longitudinal studies that may also provide valuable information for the literature in the field of
educational technology.

Conclusions

This study tried to identify whether a web-supported and well-structured PS instructional
method would lead to higher academic performances and PS perceptions as well. The PS
method was the treatment for the experimental group and the traditional method was
adopted for the control group. A web-based tool enabled a more accessible course, provided
effective knowledge presentation, and alleviated some of the obstacles in performing PS
activities. The PS techniques were used for acquiring CP knowledge rather than exposing the
learners directly to the concepts or syntax rules of C programming language. Therefore, the
learners in the PS group framed their first-time programming experiences through a series of
well-structured PS activities. The PS perceptions were assessed by the PSI, and the
performances were measured by the academic achievement tests. The results indicated a
significant difference between the groups in terms of CP achievements. Except for one factor
of the PSI, there were also statistically significant differences between the groups in terms of
their PS perceptions.

This study contributes to the research on educational technology in three ways. First, it adopts
an instructional design theory for well-structured PS instruction. Second, it shows that well-
structured PS method contributes to the pedagogy of Structured Programming Paradigm. Third,
it integrates PS activities with web and multimedia technologies to enable more accessible PS
instruction. As a consequence, the study can be seen as an attempt to the enhancement of a
classroom learning environment, and therefore, it has showed the potential for using the web-
supported PS method as a means of improving a traditional CP course. It is hoped that the
present study may extend the previous knowledge both by the tools it has utilized and by the
instructional approach it has adopted.
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