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With the sub-skills covered, there are many studies aimed at providing students with computational thinking 

skills that are known to be an important skill for today's students. In this study, it is aimed to investigate the 
effect of code.org applications on the development of computational thinking and algorithm development 

skills of the students. In this study, quasi experimental research design with pre-test and post-test control 

group was used. A total of 67 middle school of 6th grade students, 32 of who were in the control group and 35 
in the experimental group, participated in the study. The study was planned to cover 6 weeks of information 

technology and software courses with students. The course was enriched with the applications in Code.Org 

site for the experimental group students. The control group was treated appropriately course curriculum to 
their students. In the study, the scale of computational thinking skill levels and algorithm development 

achievement test were applied to the students as pre-test and post-test. When the data obtained in the study is 

examined, it is seen that there is no significant difference between the pre-test results of algorithm 
development achievement test and computational thinking skill levels scale. However, when the differences 

between pre-test and post-test scores of both tests were examined, it was seen that there was a significant 

difference in favor of the experimental group. As a result, it can be said that code.org applications used by 
experimental group students have positive effect on developing algorithms and computational thinking skills 

of students. 
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INTRODUCTION 

The world around us is changing rapidly, and countries are updating their education systems to 

keep up with that change. Today, students are expected to develop skills that were not even heard of in 

the past. Computational thinking is one of those skills, which has been introduced to curricula over the 

past years. Researchers predict that computational thinking will be one of the fundamental skills (e.g., 

reading, writing, and basic math) by mid 21st century (Wing, 2006; Wing, 2014). 

Therefore, every student needs to acquire computational thinking skills (Barr & Stephenson, 

2011; Grover & Pea, 2013). However, getting students to develop computational thinking skills 

presents challenges to education systems (Wing, 2008). To overcome those challenges, many countries 

update their education systems and broaden their curricula to include activities tailored to computational 

thinking skills (Angeli & Valanides, 2019; Grover & Pea, 2013; León & Robles, 2015). Some examples 

are the computer science curriculum in the USA (Collage Board, 2013; Collage Board, 2016); four-tier 

curriculum for 5-16-year-olds in the UK (Department for Education, 2013; Royal Society, 2012); and 

the information technology and software (ITS) course (MEB, 2017a) and the computer science course 

(MEB, 2017b) in Turkey. 

Computational thinking is a critical skill because it helps students recognize and solve problems 

(Czerkawski & Lyman, 2015). However, computational thinking is a multidimensional concept that 

involves algorithmic thinking, critical thinking, communication, cooperative learning, and creative 

thinking (ISTE, 2015; Korkmaz et al., 2017; İbili et al., 2020; Yağcı, 2019). Students today are 

expected to develop those subskills as well (Günüç, Odabaşı & Kuzu, 2013). Therefore, we should 

provide students with programming education to help them acquire creative thinking, critical thinking, 

and problem-solving skills (Akpınar & Altun, 2014; Karabak & Güneş, 2013; Monroy-Hern´andez & 

Resnick, 2008; Shin et al., 2013;). In other words, programming education is a powerful tool by which 

students can develop computational thinking skills (Lye & Koh, 2014; Oluk & Korkmaz, 2016; Oluk et 

al., 2018; Sayın, 2020). 

Programming education is challenging for beginners, and therefore, it is more suited to students 

with a certain level of proficiency in algorithms and coding (Genç & Karakuş, 2011). However, some 

visual software programs (e.g., Code.org, Microsoft Small Basic, Scratch, and Alice) allow less code-

savvy students to learn to program easily (Çatlak et al., 2015; Yılmaz, 2019). Code.org is designed to 

help anyone learn basic programming in an easy and fun way (Demirer & Sak, 2016). Teachers can use 

Code.org to teach beginners how to code (Yecan et al., 2017). It is already a popular tool commonly 

used in block-based and computerless coding activities (Sayın, 2020). 

Funded by big companies (Microsoft, Facebook, and Google), Code.org was launched in 2013 to 

promote computer science education (Code.Org, 2019). Code.org is a website where anyone interested 

in programming can learn how to code by completing activities and drag-and-drop tasks for all levels. 

The website also allows teachers to monitor their students’ progress and provides a certificate to those 

who complete all stages of training. 

There is a large body of research investigating the relationship between computational thinking 

skills and programming education (Atmatzidou & Demetriadis, 2016; Bers et al., 2014; Brennan & 

Resnick, 2012; Lye & Koh, 2014; León & Robles, 2015; Oluk & Korkmaz, 2016; Oluk et al., 2018). 

Oluk and Korkmaz (2016) gave fifth graders block-based programming education within the scope of 

the ITS course. They concluded that students who developed programming skills were more likely to 

acquire computational thinking skills. Oluk et al. (2018) determined that Scratch, a block-based visual 

programming language, helped fifth graders develop computational thinking skills. Atmatzidou and 

Demetriadis (2016) also found that robotic coding education helped students pick up computational 

thinking skills. Therefore, research shows that educators often provide programming education to help 

students learn computational thinking skills. 
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Computational thinking skills are a prerequisite not only for people interested in computer science 

but for all those interested in other branches of science (Guzdial, 2008; Korkmaz el al., 2015; Yadav et 

al., 2014). Research shows that programming education plays a crucial role in developing 

computational thinking skills (Lye & Koh, 2014). People with high-level thinking and problem-solving 

skills are more likely to pick up programming skills (Yükseltürk & Altıok, 2015). However, such 

people need to know the logic of algorithms to be able to acquire those skills. Therefore, programming 

teaching involves algorithms and flowcharts (Köse & Tüfekçi, 2015).  

Code.org is a promising tool for programming education. This paper investigated whether 

Code.org helped beginner students develop computational thinking and algorithm development skills. 

Studies address different aspects of computational thinking. For example, they define the concept 

(Bundy, 2007; Voogt et al., 2015; Wing, 2006; Wing, 2011), focus on the evolution of computational 

thinking research (Kalelioğlu et al., 2016; Şahiner & Kert, 2016), incorporate it into curricula (Barr & 

Stephenson, 2011; Lye & Koh, 2014), examine its relationship with computer science and other 

sciences (Barcelos & Silveira, 2012; Czerkawski & Lyman, 2015; Liu & Wang, 2010; Mishra & Yadav, 

2013; Orton et al., 2016; Weintrop et al., 2016), and programming (Atmatzidou & Demetriadis, 2016; 

Brennan & Resnick, 2012; Bers et al., 2014; Oluk & Korkmaz, 2016). This is the first experimental 

study to look into the effect of Code.org activities on computational thinking and algorithm 

development skills in secondary school students. The research questions are as follows: 

1. Do Code.org activities help secondary school students develop computational thinking skills? 

2. Do Code.org activities help secondary school students develop algorithm development skills? 

METHOD 

This quantitative study adopted a quasi experimental pretest-posttest control group design, which 

is employed to determine the effect of an intervention on dependent variables. The intervention in this 

study was a set of Code.org activities within the scope of the ITS course. The activities had three 

learning outcomes: (1) learning the logic of algorithm development, (2) choosing the right algorithm, 

and (3) editing faulty algorithms. The experimental group took part in the Code.org activities, while the 

control group received education according to the current curriculum. 

Study Group 

The sample consisted of 67 sixth graders divided into two groups: experimental (n=35; 18 girls 

and 17 boys) and control (n=32; 16 girls and 16 boys). Table 1 shows the gender distribution of the 

groups. 

Table 1. Gender distribution by groups 

 
Group 

Gender  

Girl 

N % 

Boy 

N % 

Total 

N 

Control 16 50 16 50 32 

Experimental 18 51.4 17 48.6 35 

Total 34 50.7 33 49.3 67 

 

Procedure 

The information technology and software course was a 2-hour course for sixth graders. The 

experimental group participated in Code.org activities within the scope of the ITS course for six weeks. 

The control group did class based on the current curriculum involving lecturing and practicing examples 

on the board. 

The Code.org activities focused on the basics of algorithms, such as conditions, variables, loops, 
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and nested loops. The experimental group participants were handed out pieces of paper for 

computerless activities. They completed the computer-based activities in a computer lab. 

The teacher provided the control group participants with examples of algorithms and flow 

diagrams and delivered the lectures based on the current curriculum. The participants solved the 

examples in front of the class so that all students could follow the process. 

The experimental group participants performed the computerless and computer-based activities in 

the “Introduction to Computer Science- Express Course” on code.org. Each activity has an example 

situation, blocks, and a workspace to move the blocks to. When clicking the run button, the user can 

drag and drop the blocks to make the program run. When clicking the “show code” button, the user can 

see the assembled blocks in JavaScript. These activities aim to help users acquire fundamental 

algorithm skills in a progressive fashion. 

Research Instruments and Processes  

The information technology and software course was a 2-hour course for sixth graders. The 

experimental group participated in Code.org activities within the scope of the ITS course for six weeks. 

The control group did class based on the current curriculum involving lecturing and practicing examples 

on the board. 

The Code.org activities focused on the basics of algorithms, such as conditions, variables, loops, 

and nested loops. The experimental group participants were handed out pieces of paper for 

computerless activities. They completed the computer-based activities in a computer lab. 

The teacher provided the control group participants with examples of algorithms and flow 

diagrams and delivered the lectures based on the current curriculum. The participants solved the 

examples in front of the class so that all students could follow the process. 

The experimental group participants performed the computerless and computer-based activities in 

the “Introduction to Computer Science- Express Course” on code.org. Each activity has an example 

situation, blocks, and a workspace to move the blocks to. When clicking the run button, the user can 

drag and drop the blocks to make the program run. When clicking the “show code” button, the user can 

see the assembled blocks in JavaScript. These activities aim to help users acquire fundamental 

algorithm skills in a progressive fashion. 

Computational Thinking Skill Levels Scale 

The Computational Thinking Skill Levels Scale (CTSLS) was used as a pretest-posttest. The 

instrument was developed by Korkmaz et al. (2015) to determine secondary school students’ 

computational thinking skill levels. The instrument consists of four subscales (problem-solving, critical 

thinking, creativity, collaboration and algorithmic thinking) and 22 items scored on a five-point Likert-

type scale. The CTSLS has item test correlation coefficients of 0.655 to 0.862 and regression values of 

0.507 to 0.872. These values indicate that the CTSLS is a valid and reliable instrument to assess 

computational thinking skills. 

Algorithm Development Achievement Test 

The Algorithm Development Achievement Test (ADAT) was developed by Oluk, Korkmaz, and 

Oluk (2018) to measure three algorithm-related skills: (1) comprehending the logic of algorithms, (2) 

choosing the best algorithm, and (3) editing faulty algorithms. ADAT consists of 20 items. It has an 

item discrimination index of 0.33 to 0.48, an item difficulty index of 0.66, and a KR-20 internal 

consistency coefficient of 0.85 (Oluk et al., 2018). 
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Data Analysis 

The data were analyzed using the Statistical Package for Social Sciences (SPSS). First, a 

normality test was conducted. The results showed that the data were normally distributed. Second, an 

independent groups t-test was used to determine the differences in CTSLS and ADAT scores between 

the groups. 

RESULTS 

CTSLS and ADAT Pretest Scores 

An independent t-test was used to determine whether there was a significant difference in CTSLS 

pretest scores between the groups. Table 2 shows the results.  

Table 2. CTSLS pretest scores 

Group N X  S Sd t P 

Experimental 35 85.66 16.95 65 1.15 .254 

Control 32 89.94 13.03    

 

There was no statistically significant difference in CTSLS pretest scores between the 

experimental ( X =85.66) and control ( X =89.94) groups [t(65)=1.15, p>.05] (Table 2). 

An independent sample t-test was performed to determine whether there was a significant 

difference in ADAT pretest scores between the groups. Table 3 shows the results.  

Table 3. ADAT pretest scores 

Group  N X  S Sd t P 

Experimental  35 26.71 13.00 65 1.46 .149 

Control 32 22.19 12.31    

 

There was no statistically significant difference in ADAT pretest scores between the experimental 

( X =26.71) and control ( X =22.19) groups [t(65)=1.46, p>.05] (Table 3). 

Algorithm Development Skills 

There was no statistically significant difference in ADAT pretest scores between the groups. 

Therefore, improvement scores (posttest score minus pretest score) were calculated, and then, between-

group differences were determined using an independent t-test. Table 4 shows the results.  

Table 4. Analysis of ADAT improvement scores 

Group N X  S Sd t P 

Experimental 35 38.91 8.67 65 5.21 .000 

Control 32 51.14 10.53    

The experimental group had a significantly higher ADAT improvement score ( X =51.14) than 

the control group ( X =38.91) [t(65)=5.21, p<.01] (Table 4). This result showed that the Code.org 

activities were better at helping students develop algorithm development skills than the current 

curriculum. 
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Computational Thinking Skills 

An independent t-test was used to determine whether there was a statistically significant 

difference in CTSLS improvement scores between the groups. Table 5 shows the results.  

Table 5. Analysis of CTSLS improvement scores subscale 

 Group  N X  S Sd t P 

Creativity  
Experimental 35 35 1.80 3.79 65 0.51 

Control 32 32 1.38 2.88   

Algorithmic thinking 
Experimental 35 2.46 3.68 65 2.22 .000 

Control 32 0.72 2.58    

Collaboration 
Experimental 35 3.03 3.90 65 2.01 .04 

Control 32 1.31 3.06    

Problem-solving 
Experimental 35 1.94 3.78 65 0.76 .45 

Control 32 1.28 3.35    

Critical thinking 

 

Experimental 35 3.45 5.90 65 2.92 .005 

Control 32 -1.94 9.04    

Total 
Experimental 35 12.69 12.68 65 3.42 .001 

Control 32 2.75 10.97    

The experimental group had a significantly higher CTSLS improvement score ( X =12.69) than 

the control group ( X =2.75) [t(65)=3.42 p<.05]. There was no statistically significant difference in 

CTSLS “creativity” improvement scores between the experimental ( X =1.80) and control groups ( X

=1.38) [t(65)=0.51 p>.05]. The experimental group had a significantly higher CTSLS “algorithmic 

thinking” improvement score ( X =2.46) than the control group ( X =0.72) [t(65)=0.03 p<.05]. The 

experimental group had a significantly higher CTSLS “collaboration” improvement score ( X =3.03) 

than the control group ( X =1.31) [t(65)=0.04 p<.05]. There was no statistically significant difference in 

CTSLS “problem-solving” improvement scores between the experimental ( X =1.94) and control 

groups ( X =1.28) [t(65)=0.45 p>.05]. The experimental group had a significantly higher CTSLS 

“critical thinking” improvement score ( X =3.45) than the control group ( X =-1.94) [t(65)=0.005 

p>.05] (Table 5). 

CONCLUSION AND DISCUSSION 

There was no statistically significant difference in ADAT pretest scores between the experimental 

and control groups. However, the experimental group had a significantly higher ADAT improvement 

score (posttest score minus pretest score) than the control group. This result showed that the Code.org 

activities were better at helping students develop algorithm development skills than the current 

curriculum. Visual programming tools are easy tools for teaching concepts, such as logical structures, 

loops, and variables (Yükseltürk & Altıok, 2016). Code.org is a useful tool for beginners (Yecan et al., 

2017). It helps users learn the logic of algorithms and algorithm-related concepts (e.g., condition, loop, 

and variable) (Code.org, 2019). Code.org is popular among teachers interested in teaching their students 

the logic of algorithms (Dönmez Usta & Turan Güntepe, 2019). Code.org also helps students learn how 
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to figure out coding problems (Arfe et al., 2020). Therefore, we can state that Code.org provides 

students with the opportunity to develop algorithm development skills. 

There was no significant difference in CTSLS pretest scores between the experimental and 

control groups. However, the experimental group had significantly higher CTSLS posttest scores than 

the control group. This result showed that the Code.org activities helped students develop 

computational thinking skills. Research, in general, shows that students who learn to program are more 

likely to develop computational thinking skills (Lye & Koh, 2014; Oluk et al., 2018; Rijke et al., 2018). 

For example, Brennan and Resnick (2012) used a drag-and-drop programming tool to help students 

acquire computational thinking skills. The researchers concluded that the students who participated in 

the programming activities had higher computational thinking skills than those who did not. Oluk et al. 

(2018) also found that block-based programming tools helped students develop computational thinking 

skills. Oluk and Korkmaz (2016) provided students with a training program in which they used a visual 

programming tool to develop a project. The researchers determined that the training program improved 

the participants’ computational thinking skills. As part of the “Coding Week” in Turkey, teachers from 

different branches offer programming training to their students, who find a chance to take part in 

activities tailored to computational thinking skills (Sayın, 2020). All these results indicate that 

programming education and block-based programming tools help students develop computational 

thinking skills. 

Code.org is a drag-and-drop programming tool used to teach students of all ages the fundamentals 

of programming and computation. Our results show that code.org activities help students develop 

computational thinking and algorithm development skills. Therefore, we think that activities on 

algorithm development skills within the scope of the ITS course should be integrated with block-based 

drag-and-drop programming tools (e.g., Code.org) to provide students with the opportunity to acquire 

computational thinking skills as well. We also think that young students should be encouraged to use 

block-based programming tools to develop algorithm development skills so that they can put those 

skills into practice in text-based programming languages. All courses should incorporate appropriate 

programming tools to allow students to improve their computational thinking skills. 
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