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Abstract 

Sorting is a fundamental computing concept. As for today, it is taught at the secondary school level. 
However, this kind of algorithm is an obstacle for some students due to its high level of abstraction. To 
prevent discouragement as well as to incorporate a fun and challenging algorithmic task, a novel tablet-
based digital game, Sorted, was created to serve the purpose. This research article embraces the neo-
Piagetian framework of cognitive development and provides the theoretical-based explanation of how 
high school students establish sorting algorithms as a result of the digital gameplay. Twenty-three tenth-
grade students, who have no proper knowledge of sorting algorithms, participated voluntarily in this 
study. They played the game with a multi-level design involving multiple unknowns. To later reflect on 
their operational reasoning and hence decision-making, the series of game actions were logged for 
individual empirical data. The sorting algorithm formation can be deduced from the logged sequential 
actions. They were coded and analyzed according to the neo-Piagetian framework to elicit the students’ 
operational reasoning. The discovery of the relations between actions and schematic reasoning to solve 
sorting problems suggests the impact of a digital game on algorithmic thinking development, and, in 
general, the use of a game for self-learning of computing concepts. 

Keywords: algorithmic thinking, digital game, neo-Piagetian theory, sorting algorithm 

 

INTRODUCTION 

For teaching and learning in the 21st century, digital media and technology have become teachers’ assistants 
in various aspects. Teaching media are available in different forms, for example, web application, video, 
digital game, mobile application, virtual reality (VR) and augmented reality (AR). They have created an impact 
on the way teachers teach and perceive education. Although some people are still conservative and do not 
agree with the substitution of teachers by computers, the use of ICT educational tools have been employed 

https://doi.org/10.30935/cet.685959
http://creativecommons.org/licenses/by/4.0/


 
Chuechote et al. / Contemporary Educational Technology, 2020, 12(1), 1-15 

2 

to increase self-directed knowledge acquisition and the motivation for learning (Fancovicova et al., 2010). 
For example, a digital game offers a learning environment that does not only incorporates the learning 
concept but also sparks joy for students. To elevate learning experience, a game can be used to teach history 
by providing virtual scenes and mimicked historical events according to the game timeline. This virtual game 
with narrative content helped students learn history as well as encourages students’ reflection and discussion 
(Shiue & Hsu, 2017). Gamification with interactivity enhances game-based learning and triggers the ability of 
ones to learn specific skills or concepts. However, for an abstract concept, not only can gaming keep students 
engaged while learning and dealing   with difficult content, but it can also dynamically scaffold them. 

Gamification becomes handy to many teaching areas, including computer science. To teach  a fundamental 
computer science concept such as sorting, teachers look for tools to facilitate learning and to provide a 
meaningful learning experience. Nowadays, there are several educational media for sorting problems 
(Baecker, 1998; Meolic, 2013; Yohannis & Prabowo, 2015). Some apply visualization techniques embedded 
in animations with explanations to teach sorting methods. Learning with visualization can support the 
perception of sorting algorithms (Baecker, 1998; Byrne et al., 1999). Visualization for education has evolved 
from being static, dynamic, interactive, into gamified respectively (Baecker, 1998; Boticki et al., 2013; 
Yohannis & Prabowo, 2015). On the other hand, the lecture-based approach includes only verbal and static 
visual explanations. The level of interaction and engagement depends solely on the teachers who lead the 
lesson. Thus, interactive games and media are designed to fill this gap. The purpose of visualization in games 
and media is to support learning in several ways, such as capturing concepts, noticing patterns from game 
actions and feedback, and experiencing success/failure of prospective solutions. Besides cognitive supports, 
gamified visualization also offers emotional support. Challenges and competitive feelings, as a result of multi-
level design, can engage students to keep playing, and, at the same time, learning. 

In computer science education, the use of digital games is increasing. Some games provide an interactive 
programming environment, allowing learners to perform programming. The way learners explore through 
games suggests autonomous learning. With a series of game actions, where programming syntax is none of 
players’ concern, their thinking and logic in programming are more expressed (Malan & Leitner, 2007). As a 
digital game offers a learning environment for individuals to construct knowledge, it follows the constructivist 
theory, which associates experiential learning via active engagement (Butler, 1997). Existing knowledge and 
meaningful experience will determine how ones deal with new experience and environment and hence 
develop conceptual understanding. 

To comprehend cognitive development, Piaget’s original theory explains that mental schemas change when 
one learns. It describes cognitive development as cumulative developmental stages and is age-related 
(Piaget, 1964). Therefore, age is a factor in one’s comprehension of abstract content knowledge. In contrast 
with the original Piaget’s theory, neo-Piagetian theory instead focuses on the developmental stages of a 
knowledge domain (Knight & Sutton, 2004; Solaz-Portolés & Sanjosé, 2008; Teague et al., 2013). Knight and 
Sutton adopted neo-Piagetian theory to analyze how mathematical concepts were formed. In their study, 
the participants were asked to solve a set of arithmetic problems (Knight & Sutton, 2004). Similar to a 
mathematical concept, the computer science concept of sorting involves abstraction and systematic thinking, 
which are inherently the roots of algorithmic thinking development. Therefore, the idea of the neo-Piagetian 
framework is applicable to the investigation of algorithmic thinking (Lister, 2011). 

Since the importance of computing and programming skills have been recognized and the skills have been 
widely integrated into compulsory curricula in many countries, teachers carefully design lessons with various 
approaches; for example, unplugged activities, augmented reality application, and several forms of game-
based approach (Bell et al., 2012, 2014). Algorithmic thinking consequently becomes essential. It relates the 
ability to think in steps or sequential rules to problem-solving (Csizmadia et al., 2015). Through computer 
programming assignments, teachers can observe and assess this skill easily by checking programming codes. 
However, the codes do not reveal much about how students construct the programs, the boundary between 
existing knowledge and new knowledge, or any debugging experience they might have. Here comes a digital 
game, called Sorted, that reveals all (Phongsasithorn et al., 2019). It allows the thinking and reasoning of 
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game players to implicitly show during the gameplay through a series of actions to achieve the game’s 
mission. 

Centering around an authentic mission-based approach, the Sorted digital game has promising game features 
that facilitate sorting-algorithm development (Phongsasithorn et al., 2019). This study presents the neo-
Piagetian analysis toward algorithmic thinking and algorithm formation. The game serves as the purposive 
learning tool with well-designed components, namely mechanics, dynamics and aesthetics. Through playing, 
students get to self-learn. As game players proceed to more difficult levels, they get the opportunities to 
apply their algorithmic thinking schemes to confirm their conceptual construction. It can be a failure or 
success. However, the game experience would shape how they think for the next step or towards the mission 
of the game. The series of actions are logged and served as empirical data to be analyzed according to the 
neo-Piagetian framework. Not only does the analysis shows the effectiveness of the sorting game but it also 
suggests the feasibility of non-formal autonomous learning through this well-designed game. 

THEORETICAL FRAMEWORK 

The integral parts of this study are the digital game, called Sorted, and the neo-Piagetian framework as a 
means for the data analysis. Therefore, this section starts with the elaboration of the game features and 
design, followed by the data analytical framework. 

Features and Design of the Sorted Digital Game 

The game called Sorted is an offline single-player digital game (Phongsasithorn et al., 2019). It provides a 
learning environment that allows and motivates students to construct sorting algorithms. At the start of the 
game, players receive missions to sort random unknowns, from two unknowns and subsequently more, 
depending on the difficulty levels (see Figure 1). The numeric unknowns are disguised as alien characters-
players do not know the values to be sorted. They can only pair two unknowns to be compared or to be 
swapped. Manipulating the unknowns can be done by using two key actions, compare and swap actions. For 
the compare action, when the two unknowns are paired, the display shows which one is greater. For the 
swap action, the positions of the two paired unknowns get swapped. Once they are confident that the 
unknowns are ordered, they can press the submit button. 

After submission, the game will perform the correctness checking of the sorted list. If it is correct and the 
number of actions does not exceed the maximum for that level, the players can then proceed to the next 
level. With a multi-level design, the difficulty of the game increases as the level increases. The higher the 

 
Figure 1. Screen capture of the Sorted Digital Game (Phongsasithorn et al., 2019) 
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level, the more unknowns are to be sorted. Interestingly, the game will not guide or lead to a certain sorting 
algorithm. The game only gives two types of feedback, which are the correctness of the submitted list of 
unknowns and the efficiency of the sorting algorithm-the number of actions used in comparison with the 
maximum number for each mission. In each level, players have only three chances to submit their sorting. 
The score of the game depends on the number of actions performed to pass each game level. 

Overall, the game design covers the significant features of a purposive game for learning. They are mechanic, 
dynamic, and aesthetic components according to the MDA framework (Hunicke et al., 2004). The mechanics 
of the game guide players with rules, obstacles, challenges, and goals. The game dynamics create real-time 
interaction between a player and the game. Different players generate different dynamics. That would 
include game feedback corresponding to the players’ actions and the difficulty levels that the players 
experience. The last components, which are aesthetics, serve as both cognitive and emotional supports. The 
game’s aesthetics provide sensation and fantasy to motivate players to play and learn. In addition, the action 
options and dynamic feedback capture and provoke a player’s thought, as a result of objective-oriented 
visualization. 

Neo-Piagetian Analytical Framework 

Piaget’s work has influenced the education industry significantly. Instructional design has to concern 
cognitive development. Based on his clinical research, Piaget (1964) explained that children and adults were 
different in perceptual structures and processes of thoughts. Younger learners and older ones think 
differently, not just because the latter are brighter. In his theory, the structure of thinking will develop 
gradually by age. He came up with a view of intellectual development classified into four periods: 
sensorimotor (birth-2 years), preoperational (2-7 years), concrete operational (7-11 years), formal 
operational (11 years and above) (Ginsburg & Opper, 1988). Learning is an active process. Learners 
encompass interpretation, construction, and assimilation to give meaning to the experience. Knowledge 
must be discovered and constructed through the activities of learners. Although Piaget’s theory contributes 
significantly, some aspects of the classical Piagetian theory have come under criticism. Neo-Piagetian theory 
was born in response to that criticism in order to preserve, to extend, and yet to alter some aspects of the 
classical Piagetian. Neo-Piagetian preserves four principles of the classical Piaget theory: (i) children 
assimilate experiences to existing cognitive structures; (ii) children create their own cognitive structures; (iii) 
children pass through a universal sequence of structural levels; and (iv) earlier structures are included in later 
ones (Beilin & Pufall, 2013; Case, 1992). Although the sequence of structural levels and the active roles of 
learners are the same as those in the classical theory, the development from domain to domain may become 
a variable (Case, 1992; Case & Sowder, 1990). Due to the capacity of working memory and past knowledge, 
cognitive behaviors reflect learning stages in the learning domain, in this case the algorithmic thinking to 
form sorting algorithms. The stages used in the analysis of this study will follow the neo-Piagetian framework 
that comprises four stages, namely sensorimotor, pre-operational, concrete operational, and formal 
operational stages. 

Based on neo-Piagetian theory, the data analysis for this study aims to investigate how the digital game can 
provide a learning experience and cause meaningful operational actions. The neo-Piagetian framework sets 
the deductive thematic analysis for the empirical data retrieved from the game logs. With key achievement 
for each stage of the neo-Piagetian frame, the investigation uncovers organized patterns of actions and 
conceptual formation of sorting algorithms. The qualitative data is classified into stages of cognitive 
development. Behavioral patterns from the game logs identify learning and thinking schemes for the game. 
According to Piaget’s theory, changes in the schemes imply the accommodation process. Therefore, a series 
of game actions fit well with neo-Piagetian thematic analysis. Operational reasoning hidden in the 
developmental stage will underlie how a player forms sequential actions to solve sorting problems. Thus, 
algorithmic thinking can be inferred from the player’s actions. 
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METHODOLOGY 

Research Design 

This study explored how students learned to solve sorting problems by playing the digital game. We aimed 
to investigate cognitive development in a self-learning situation. The research design responded two 
research questions. 

• RQ1: How did students learn to solve sorting problems through the educational digital game? 

• RQ2: How did game actions relate to cognitive development based on neo-Piagetian analysis? 

The participants were 23 tenth graders from a public school in Thailand. According to the Thailand Core 
Curriculum, students are expected to possess computational thinking and capable of designing an algorithm 
for solving a real problem with computers. Also, they are expected to be mature in learning autonomously. 

The implementation process involved game introduction and game playing. The introduction went over the 
mission in the game, the game’s characters and features, how each button worked, how to accumulate scores 
and proceed to the higher levels of the game. Then the participants got to play freely and individually on the 
tablets with the game installed and ready to play. During the game playing, the researchers observed and 
stood by for prompt inquiries about the game-only for game instruction or some helps to fix technical 
problems. No additional clues and guidance were provided. After finishing the game playing session, which 
took 60 minutes, there were three open-ended questions for the participants to express: (i) their satisfaction; 
(ii) their dissatisfaction; and (iii) suggestions for the game. This was to verify that the game had a user-friendly 
and engaging design and did not cause any unintentional reactions. 

Data Collection 

This study contained both qualitative and quantitative data. The game actions from the participants were 
logged by the data-logging system embedded in the Sorted digital game. Figure 2 shows the log data from 
each device played by each individual player. The data format was composed of five significant components: 
a log number (for individual identification), actions (compare, swap, submit), timestamps of actions, numeric 
unknowns, and the highlights of the unknowns assigned to called actions. These were used for thematic data 
analysis and interpretation of cognitive development based on the neo-Piagetian framework. 

 
Figure 2. Example of a log file of a game player 
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Data Analysis 

The analysis in the quantitative part covered a number of thinking patterns or action schemes. On the other 
hand, the qualitative part contained the identification of action schemes and the relations between cognitive 
developmental stages and actions in the game. This was where the neo-Piagetian framework played a role 
in the theme setting. Following investigator triangulation, the three researchers read through the log files 
and looked for action patterns to code and to create themes of schematic thinking. To achieve this, several 
meetings were conducted to find a consensus in the interpretation of the log files. Then, the categories of 
themes and schemes were used to explain the acquisition of sorting algorithms through the gameplay. 

RESULTS AND DISCUSSION 

In this result section, we present a behavioral description of the participants that would lead to the cognitive-
developmental stages: sensorimotor, pre-operational, concrete operational, and formal operational stages. 
We identified changes in the solving schemes to mark the learning. Resulting from data analysis, the schemes 
were used repeatedly. In this study, we defined that a scheme for solving a sorting problem was an organized 
pattern of actions. Schemes were extracted when the participants performed them often and purposely. We 
found multiple schemes that the participants developed and used throughout the game. Relating to 
algorithmic thinking, schemes were the temporary solving abstraction that the participants came up based 
on their play experience. We also noticed that some schemes were present more frequently than others. 

Scheme Extraction 

To investigate algorithmic thinking, we first extracted schemes from the log files. As actions were performed 
in sequence, dynamic feedback helped the participants to decide what to perform next. This marked the 
thinking moment and could reflect how the participants thought toward the solution of the game mission. 
From the series of actions to pattern extraction, we discovered six prominent schemes from the 23 
participants. 

(a) Extremum Flushing Scheme. Figure 3a shows how this scheme works. The pattern of actions for this 
scheme suggests that the participants performed the actions in one direction to place the highest or lowest 

 
Figure 3. Example of log files showing (a) Extremum Flushing Scheme and (b) Insertion Scheme 
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value at one end. As in Figure 3a, this participant wanted to achieve a sorted list in ascending order. He had 
his window pair of 2 unknowns and moved this window one step to the right. Before each move, he compared 
or swapped the unknowns to make the current maximum stay rightward. 

(b) Insertion Scheme. As the name suggested, this scheme aims to insert the unsorted item in the sorted list. 
In Figure 3b, 36 is an unsorted item and the sorted list is the list of 1, 76, 90. The participant compared 36 to 
adjacent numbers in the sorted list until finding the place for 36. After insertion, the sorted list became larger 
with 1, 36, 76, 90. 

(c) Selection Scheme. This scheme starts with selecting the place and looks for the right item for that place. 
In Figure 4c, the comparison in the six-item frame, the first position was fixed. Thus, this participant looked 
for the greatest number among 27, 32, 59, 86, 73, 77 to be put in the last position. 

(d) Pivoting Scheme. Opposite to the selection scheme, this scheme works with a fixed item or a pivot and 
looks for its correct place. In Figure 4d, the participant looked for the place for the fixed item, 48. 

(e) Shell Scheme. This scheme works on the shells of the n-item comparison frames. The outer items of a 
frame get compared, then the n-item frame slides to the next frame. In the case of the three-item frame, 
each item got to be the middle of the frame, as in Figure 5e. 

(f) Subgroup Scheme. This scheme starts by dividing the comparison frame into mutually exclusive two-item 
subgroups. As in Figure 5f, each subgroup got sorted, followed by a comparison of items from different 
groups. 

 
Figure 4. Example of log files showing (c) Selection Scheme and (d) Pivoting Scheme 
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The schemes provided the fundamental elements for some students to develop successful sorting algorithms 
as shown in Figure 6. The left figure shows the serial of only the extremum flushing schemes to solve the 
sorting of seven unknowns, whereas the right figure combines the extremum flushing scheme and the 
selection scheme to handle the similar sorting problem. 

Neo-Piagetian Analysis 

The neo-Piagetian mental model was employed to investigate algorithmic thinking developed through the 
digital game playing. In the scheme discovery process, we observed that several participants changed their 
schemes when their submission failed. This infers how experience entails algorithm formation. The series of 

 
Figure 5. Example of log files showing (e) Shell Scheme and (f) Subgroup Scheme 

 
Figure 6. (left) Extremum flushing scheme–based algorithm; (right) Mixed scheme–based algorithm 
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actions in each individual log gave the qualitative data form that could reflect how one managed to pass the 
game mission, how actions were related to schemes for sorting, and how they were related to cognitive 
development. Therefore, this result section describes actions and related behaviors corresponding to stages 
of cognitive development. 

1) Sensorimotor Stage. This is the first stage of neo-Piagetian theory. As the digital game was introduced, 
the participants took some time to explore as it was new to them. They interacted with the available buttons 
with curiosity. They clicked on the unknowns to test their selected actions. After a couple of playtimes, some 
got used to this new environment, but some others could not get passed and struggled as we observed that 
the actions were placed randomly. Associated with the neo-Piagetian frame, this stage represented the on-
boarding phase, where the participants tried to get familiar with the game mechanism. Hence, there were 
neither patterns of actions nor schematic moves. 

2) Pre-operational Stage. The pre-operational stage occurs when learners have adapted to the environment 
and show their readiness. In the game, the participants started to use the given actions to sort the unknowns. 
However, the actions were unorganized. Some actions contradicted others. Some actions were unreasonably 
performed, for example, swapping without comparison, see Figure 7 (left), lines 1-2. Figure 7 (right) shows 
actions with an uncertain purpose. Working memory and past knowledge affect cognitive behaviors as 
described in neo-Piagetian theory. The participants focused on what was in hand, instead of the whole 
picture. Therefore, they used up all actions to complete the mission or failed to sort the unknowns. The 
distinct behaviors in this stage were unidirectional comparing and swapping, without a definite purpose. As 
for the sensorimotor stage, we could not identify any schemes of sorting. 

3) Concrete Operational Stage. At this stage, there are two noticeable phases, the scheme-emerging phase 
and the algorithm-emerging phase. Scheme emergence occurs in the early phase of this stage, where 
schemes of sorting are expected to be found. The six prominent schemes were identified: (a) Extremum 
flushing, (b) Insertion, (c) Selection, (d) Pivoting, (e) Shell, and (f) Subgroup schemes, as described in the 
former section. However, the schemes were not proof of the participants’ ability to form successful sorting 
algorithms. The schemes emerged singly and unrelatedly. Some schemes were used repeatedly. Some were 
used in combinations with other schemes. By chance, some schematic combinations resulted in a successful 
sort. However, some combinations did not work for general sorting problems with more numbers to be 
managed. Some schemes appeared for a short time and disappeared. This could mark the lesson learned. In 
this stage, trials and errors were dominant and were to shape the learning experience of the participants. 

The emergence of scheme mixing was a remarkable and promising cognitive growth in this stage. The 
repeatable and viable combinations occurred because the participants succeeded and learned. Therefore, 
the successful repeatable schematic combinations, so-called emerging algorithms, were mostly made from 
the emerging schemes. However, the algorithms formed in this stage were unstable. They might work well 
just for small sets of unknowns. The players later encountered a failure when applying them for larger sets 
of sorting problems. When the participants were overwhelmed with a lot of data, they could not keep the 

 
Figure 7. (left) Example of unreasonable actions and (right) actions with an uncertain purpose 
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combination of schemes consistent, see Figure 8 (left). Thus, in this stage, although the patterns of actions 
were discovered, some were not successful. Interestingly, in the algorithm-emerging phase, some schemes, 
like the Shell and Subgroup schemes, disappeared because the participants could not use them to construct 
a viable algorithm. In Figure 8 (right), a Pivoting scheme–based algorithm was found and produced a 
successful sorting result. However, it was counted as a concrete operational stage because it could not be 
applied to a larger problem or a different set of data. Another remark for this phase was that the players, 
though discovered the algorithms, were unconfident about them. Their logged actions included solution 
checking, back comparison, or unnecessary comparison. According to the neo-Piagetian analysis, we found 
the concrete, prospective algorithms in this concrete operational stage, where logics played a role in 
decision-making. 

4) Formal Operational Stage. Formal operational is the most advanced developmental stage. In this stage, 
fully systematic sorting algorithms were found. The thinking expressed through confident actions was 
consistent and efficient. One common behavior was that the comparison checking was not needed before 
submitting. The constructed algorithms could be applied to a large number of unknowns or in high-level 
tasks. Based on our empirical data, only two types of formal algorithms were found: the Insertion scheme–
based type and the Selection scheme–based type. These algorithms were found in the participants’ log data 
while working with the 21-unknown sorting problem. Note that the most advanced participant stopped 
because of time limitation. He used his solving method consistently and efficiently, and successfully 
submitted with confidence; without checking before submitting. This could confirm that the constructed 
algorithms were found to be applicable to any sorting problems in a similar context. Hence, the participant 
was in the formal operational stage, where formal operation allowed the participant to deal with a load of 
data in a sorting task with better working memory management. The examples of formal algorithms are 
shown in Figure 9. Note that the formal algorithms constructed through the game are similar to the sorting 
algorithms taught in the standard curriculum, namely insertion sort and selection sort (Bell et al., 2012, 2014). 

 
Figure 8. Examples of emerging algorithms; (left) unstable scheme-based algorithm, (right) Pivoting 

scheme–based algorithm 
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Gameplay-Data Summary 

The digital gameplay created empirical data that led to cognitive development in the sorting domain. This 
section presents the summary of quantitative data and introspection related to the qualitative analysis. We 
got 23 participants boarded the game. Level 2 was the starting own-play level, where two unknowns were 
given to be sorted. This was a low-level problem, requiring only one compare action and one swap action, if 
necessary, to get the unknown sorted. If the first submission was wrong, swapped and submitted again. 
Therefore, only two attempts or submissions would suffice for this mission. However, there was a participant 
who submitted the wrong sorting seven times (see Figure 10). This shows the on-boarding phase still 

 
Figure 9. Examples of formal algorithms; Insertion (left) and Selection (right) scheme–based algorithms 

 
Figure 10. Playing attempts for each level (of data collected within the 60-minute play) 
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persisted and that participant was still in the sensorimotor stage. Some participants could not go beyond 
level 7 within 60 minutes, as we shall see in Figure 10, where the number of participants (students) started 
to decrease from 23 after level 7. As the level went up, the number of participants decreased. Noticeably, 
the number of maximum submissions decreased significantly after level 10. From level 11 onward, the 
average number of submissions was within two. This was because the participants who could play fast with 
efficient solutions were the participants who developed their cognition in the sorting domain to the concrete 
operational stage or the formal operational stage. Therefore, they had their working schemes and more 
tendency to submit the right answers quickly without spending too many attempts. However, within the 
playtime, only one participant could achieve more-than-18-unknown sorting problems. 

From both quantitative and qualitative empirical data, algorithmic thinking development involved many 
stages of cognitive development. The time spent in each stage varied, depending on the learning experience 
and working memory as stated in Neo-Piagetian theory (Case, 1992; Case & Sowder, 1990; Solaz-Portolés & 
Sanjosé, 2008). All participants developed schemes. Some could develop only one scheme, but some came 
up and used six different schemes. The most common scheme was the Extremum flushing scheme, used by 
22 participants. However, four participants could not construct algorithms in the concrete operational stage. 
Not surprisingly, this agrees with the quantitative data in Figure 10, where, at level 10, only 19 participants 
who had working algorithms could achieve. The interesting point here is that the schemes that can be 
extended to form algorithms are Extremum flushing, Insertion, Selection, and Pivoting schemes. The four 
participants who could not construct algorithms were found to struggle with non-viable schemes or multi-
directional sorting patterns. The most common algorithms found in the emerging-algorithm phase of the 
concrete operational stage were the Insertion scheme–based algorithms. However, the development of 
formal algorithms was first found at level 6. Six participants (26%) found the formal sorting algorithms, i.e., 
their cognitive development was in the formal operational stage. Note that this happened within the 60-
minute gameplay only. In the most advanced stage, three of them discovered the Selection scheme–based 
algorithms while three others discovered the Insertion scheme–based algorithms. Surprisingly, one 
participant discovered the formal Insertion algorithm without showing a trace of the Insertion scheme. His 
abstract thinking allowed him to solve the problems without trying. 

CONCLUSION 

The algorithmic thinking analysis is what we have demonstrated throughout this article. To respond to the 
research questions, we investigated the logged data, which spoke to us that all participants developed sorting 
schemes through the gameplay. Some schemes only worked for low-level problems, but some could be 
applied to any levels. The scheme-changing events confirmed the learning process of the participants. The 
game truly provided the learning experience, where we could attach the meanings to the changes in thinking 
schemes. The temporary sorting schemes were developed and got tested in the next higher-level tasks. Some 
of them failed once and disappeared from the series of actions. Some were tested several times before being 
ditched. Based on the process of learning, the thinking schemes often used in different problems marked the 
assimilation process in learning. On the other hand, the scheme changing due to the wrong solution marked 
the event of accommodation. From this learning experience, we observed the evolution of complete 
algorithms, starting from trials and errors to fractional schemes, to working schemes, to algorithmic 
schematic combinations, and to complete algorithms. The game provided sorting experience whereby the 
participants themselves learned at their own pace. The algorithm formation without traces of relating 
schemes was a rare phenomenon. Scaffolding was hidden in the game elements. The distinct characteristics 
of unknowns, displayed as alien characters, helped memorization. The limitation of actions, only swap, 
compare, or submit, created a thinking frame, which was geared to systematic thinking for scheme 
organization. The instant feedback after submission formed the concrete learning experience. Fast learners 
showed the ability to sort large numbers of unknowns. However, we could not conclude that the slower 
learners would not be able to solve higher-level problems. 

The formal algorithms allowed the participants to deal with a large number of unknowns in sorting problems. 
It was evident that the ability to manage working memory got improved as the play went on. This promising 
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result of algorithmic thinking development is in accordance with the previous study on the educational game. 
It supports the claim that a game that offers information organization and logics has high potential to develop 
algorithmic thinking (Yildiz et al., 2017). Here, the Sorted digital game that contains these two elements has 
successfully shown the indication of algorithm formation. 

To integrate technology for effective learning, the engagement is as important as the subject content. The 
products that can provide high engagement have more tendency to see achievement (Harris et al., 2016). As 
we would like to show constructive cognitive growth through the digital game, we believe that autonomous 
learning can be effective and sustainable. From the open-ended questions asked after the game period, 20 
participants found themselves absorbed in the gameplay and mentioned that the time spent in the game was 
just slipped away while 21 participants mentioned that the game was inviting. Most of them were satisfied 
with the game design and challenging mechanism, whereas only three participants mentioned that they got 
frustrated by the incremental number of unknowns. The dissatisfactory areas and suggestions were mostly 
related to the number of unknowns and the lack of sound effects for the game. The game design overall was 
friendly for learners to practice or develop sorting schemes at a satisfactory level. This led to an enjoyable 
and deliberate learning experience as they felt like time went by quickly while playing the game. With the 
utilization of effective engagement and autonomous learning (playing), we have a promising approach to 
handle the difficult abstraction for sorting problems. 

The neo-Piagetian theory has enlightened us about the cognitive differences of individuals. The learning 
experience in combination with the management of working memory is the major factor in cognitive 
development. Based on the digital game context, the empirical data here reveals a variety of cognitive 
development in sorting problems. In addition, it suggests a constructive instructional design for teachers who 
teach sorting algorithms. Teachers could adapt the game to be unplugged activities or raise a challenging 
mission in class. Thinking development of students could be classified into four different thinking abilities: 
ones who are not on board yet; ones who generate scattered schemes without logical thought; ones who 
can combine schemes to form an algorithm but struggle with abstract level thought; and ones who are able 
to think in abstraction without trying. Thus, teachers should be aware of cognitive differences in algorithmic 
thinking of students. Even in a technology integrated class, the past research also recommends teachers to 
concern with individual profiles of students and suggests the handson technology-integrated approach that 
demonstrates theoretical concepts that students can explore and test by themselves (Almeida & Simoes, 
2019). Hence, teachers should facilitate and scaffold learning according to individual thinking abilities. 
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